全国2008年10月自学考试C++程序设计试题

课程代码：04737

**一、单项选择题(本大题共20小题，每小题1分，共20分)**

1．对C++语言和C语言的兼容性，描述正确的是（ A ）

A．C++兼容C B．C++部分兼容C D．C兼容C++

2．在C++中使用流进行输入输出，其中用于屏幕输出的对象是（ C ）

A．cerr B．cin C．coutD．cfile

(cerr:标准错误输出（非缓冲方式）；cin:标准输入;

clog 标准错误输出（缓冲方式）)

3．对使用关键字new所开辟的动态存储空间，释放时必须使用（ C ）

A．free B．create C．delete D．realse

**4．如没有使用private关键字定义类的数据成员，则默认为**（ A ）

A．private B．public C．protected D．friend

5．使用值传递方式将实参传给形参，下列说法正确的是（ A ）

A．形参是实参的备份 B．实参是形参的备份C．形参和实参是同一对象D．形参和实参无联系

6．在函数调用时，如某一默认参数要指明一个特定值，则有（ A ）

A．其之前所有参数都必须赋值B．其之后所有参数都必须赋值C．其前、后所有参数都必须赋值D．其前、后所有参数都不必赋值

7．设存在函数int max(int，int)返回两参数中较大值，若求22，59，70三者中最大值，下列表达式不正确的是（ C ）

A．int m = max(22，max(59，70))； B．int m = max(max(22，59)，70)；C．int m = max(22，59，70)；

D．int m = max(59，max(22，70))；

8．下列哪个类型函数不适合声明为内联函数（ A ）

A．函数体语句较多 B．函数体语句较少C．函数执行时间较短 D．函数执行时间过长

9．int Func(int，int)；不可与下列哪个函数构成重载（ B ）

A．int Func(int，int，int)； B．double Func(int，int)；

C．double Func(double，double)； D．double Func(int，double)；

**说明：不能以形参名来区分函数；不能以**

**函数返回值来区分函数。必须是形参的个**

**数或者类型不同才能构成函数重载。**

10．对类中声明的变量，下列描述中正确的是（ C ）

A．属于全局变量B．只属于该类C．属于该类，某些情况下也可被该类不同实例所共享

D．任何情况下都可被该类所有实例共享

**11．类的私有成员可在何处访问**（ D ）

A．通过子类的对象访问 B．本类及子类的成员函数中C．通过该类对象访问D．本类的成员函数中

12．如果没有为一个类定义任何构造函数的情况下，下列描述正确的是（ A ）

A．编译器总是自动创建一个不带参数的构造函数

B．这个类没有构造函数C．这个类不需要构造函数D．该类不能通过编译

13．一个类可包含析构函数的个数是（ B ）

A．0个 B．1个C．至少一个 D．0个或多个

14．this指针存在的目的是（ B ）

A．保证基类公有成员在子类中可以被访问

**B．保证每个对象拥有自己的数据成员，但共享处理这些数据成员的代码**

C．保证基类保护成员在子类中可以被访问D．保证基类私有成员在子类中可以被访问

15．下列关于类的权限的描述错误的是（ A ）

A．类本身的成员函数只能访问自身的私有成员B．类的对象只能访问该类的公有成员

C．普通函数不能直接访问类的公有成员，必须通过对象访问D．一个类可以将另一个类的对象作为成员

16．在编译指令中，宏定义使用哪个指令（ B ）

A．#include B．#define C．#if D．#else

17．设类A将其它类对象作为成员，则建立A类对象时，下列描述正确的是（ B ）

A．A类构造函数先执行 B．成员构造函数先执行C．两者并行执行 D．不能确定

**类的组合，描述的是一个类内嵌其他类的对象作为成员的情况，它们之间的关系是一种包含与被包含的关系。**

**在声明一个组合类的对象时，不仅它自身的构造函数将被调用，而且还将调用其内嵌对象的构造函数。这时构造函数的调用顺序是：**

**(1)按照内嵌对象在组合类的声明中出现的次序，依次调用内嵌对象的构造函数；**

**(2)执行本类构造函数的函数体**

**析构函数的调用执行顺序与构造函数刚好相反。**

18．下列描述错误的是（ A ）

A．在创建对象前,静态成员不存在B．静态成员是类的成员

C．静态成员不能是虚函数D．静态成员函数不能直接访问非静态成员

**说明：静态成员函数可以直接访问该类的静态数据和函数成员，而访问非静态成员，必须通过参数传递方式得到对象名，然后通过对象名来访问。**

19．对于友元描述正确的是（ B ）

A．友元是本类的成员函数B．友元不是本类的成员函数C．友元不是函数D．友元不能访问本类私有成员

20．在哪种派生方式中，派生类可以访问基类中的protected成员（ B ）

A．public和private B．public和protectedC．protected和privateD．仅protected

**二、填空题(本大题共20小题，每小题1分，共20分)**

请在每小题的空格中填上正确答案。错填、不填均无分。

21．设要把一个文件输出流对象myFile与文件“f：＼myText.txt相关联，所用的C++语句是：**myFile.open(“f:\\myText.txt”);**。

22．C++中ostream类的直接基类是**ios 类**。

23．运算符[ ]只能用 **成 员** 运算符来重载，不能用友元运算符来重载。

24．定义虚函数所用的关键字是**virtual**。25．vector类中用于返回向量中第1个对象的方法是**front( )**。

26．在C++中，利用向量类模板定义一个具有20个char的向量E，其元素均被置为字符‘t’，实现此操作的语句是**vector<char>E(20,‘t’)**。

27．类的继承是指子类继承基类的**数据成员**和成员函数。

28．不同对象可以调用相同名称的函数，但可导致完全不同的行为的现象称为**多态性或(类的多态性)**。

29．**#include**指令指示编译器将一个源文件嵌入到带该指令的源文件之中。

30．设类A有成员函数

void Fun(void)；

若要定义一个指向类成员函数的指针变量pafn来指向Fun，该指针变量的声明语句是：**void(A::\*pafn)(void);**。

31．设在程序中使用如下语句申请了一个对象数组：

Point \* ptr = new Point[2]；

则在需要释放ptr指向的动态数组对象时，所使用的语句是**delete[ ]ptr;**。

32．在保护派生中，基类权限为Private的成员在派生类中 **不可访问**。

33．类A有如下成员函数

int A::fun(double x){return (int) x／2；}

int A::fun(int x){return x\*2；}

设a为类A的对象，在主函数中有int s=a．fun(6.0)+a.fun(2)，则执行该语句后，s的值为 **7** 。

34．对象传送的消息一般由3部分组成：接收对象名、调用操作名和**必要的参数**。

35．将指向对象的指针作为函数参数，形参是对象指针，实参是对象的**地址值**。

36．在使用string类的find成员函数来检索主串中是否含有指定的子串时，若在主串中不含指定的子串，find函数的返回值是 **-1** 。

37．在C++中，声明布尔类型变量所用的关键字是 **bool** 。

38．执行下列代码

int a=29，b=100；

cout <<setw (3) << a << b << endl；

程序的输出结果是：**\_\_29100** 。

39．执行下列代码

cout <<″Hex：″<< hex << 255；

程序的输出结果为 **Hex:ff** 。

40.C++语言中可以实现输出一个换行符并刷新流功能的操控符是**\_ endl \_**

**三、改错题(本大题共5小题，每小题2分，共10分)**

下面的类定义中有一处错误，请用下横线标出错误所在行并给出修改意见。

41．#include<iostream．h>

**void** main( ) {

int x=5，y=6；

const int \* p=＆x；

\*p=y；

cout<<\*p<<endl；

}

**\*p=y; 指针p所指向的为一常量，不能进行左值操作**

42．#include<iostream．h>

class f{

private：int x，y；

public：f1( ){x=0；y=0；}

print( ){cout<<x<<″<<y<<endl；}

}**;**

**void** main( ){

f a；

a.f1(1,1)；

a.print( )；

}

**a.f1(1,1); f1( )调用时实参与形参数量不一致**

43．#include<iostream.h>

class f{

private：int x=0，y=0；

public：void f1(int a，int b){x=a；y=b；}

void get( ){cout<<x<<’<<y<<endl；}

}；

**void** main( ){

f a；

a.f1(1,3)；

a.get ( )；

}

**private:int x=0,y=0; 数据成员声明时不允许直接赋值**

44．#include<iostream.h>

class point{private：float x；

public：void f(float a){x=a;}

void f( ){x=0;}

friend float max(point& a，point& b)；

}；

float max(point& a，point& b)

{return(a.x>b.x)? a.x：b.x；}

**void** main( ){

point a，b；

a.f(2.2)；b.f(3.3)；

cout<<a.max(a,b)；

}

**cout<<a.max(a,b); max()不是类的成员函数，不能用a.max( )方式调用**

45．#include<iostream.h>

template<class T>

class f{

private：T x，y；

public：void f1(T a，T b){x=a；y=b；}

T max( ){retum(x>y)?x:y;}

}；

**void** main( ){

f a；

a.f1(1.5,3.8)； ’

cout<<a.x<<a.y<<a.max( )<<endl；

}

**cout<<a.x<<a.y<<a.max()<<endl; x,y是私有类型，不能在主函数中直接使用**

**四、完成程序题(本大题共5小题，每小题4分，共20分)**

46．完成下面类中的成员函数的定义。

class point

{

private：

int m，n；

public：

point(int，int)；

point(point&)；

}；

point::point(int a，int b)

{

m=a；

**n** =b；

}

point::point(**point&t** )

{

m=t.m；

n=t.n；

}

47．下面是一个输入半径，输出其面积和周长的C++程序，在下划线处填上正确的语句。

#include<iostream>

using namespace std；

**const double** pi=3.14159；

void main( )

{

double r；

cout<<″r=″；

**cin>>r** ;

double l=2.0\*pi\*r；

double s=pi\*r\*r；

cout<<″＼n The long is：″<<l<<endl；

cout<<″The area is：″<<s<<endl；

}

48．在下划线处填上缺少的部分。

#include<iostream>

#include<fstream>

using namespace std；

class complex

{

public：

int real；

int imag；

complex(int r=0，int i=0)

{

real=r；

imag=i；

}

}；

complex operator+( **complex&a**，complex& b)

{

int r=a.real+b.real；

int i=a.imag+b.imag；

return **complex(r,i)**；

}

void main( )

{

complex x(1，2)，y(3，4)，z；

z=x+y；

cout<<z.real<<″+″<<z.imag<<″i″<<endl；

}

49．程序的输出结果如下：

1，9

50，30

请根据输出数据在下面程序中的下划线处填写正确的语句。

源程序如下：

#include<iostream>

using namespace std；

class base

{

private：

int m；

public：

base( ){ }；

base(int a):m(a){}

int get( ){return m;}

void set(int a){m=a;}

}；

void main()

{

base\*ptr=new base[2]；

ptr- >set(30)；

ptr= **ptr+1;**;

ptr- >set(50)；

base a[2]={1，9}；

cout<<a[0].get( )<<″，″<<a[1].get( )<<endl；

cout<<ptr- >get( )<<″，″；

ptr=ptr-1；

cout<< **ptr->get( )**<<endl；

delete[ ]ptr；

}

50．在下面横线处填上求两个浮点数之差的cha函数的原型声明、调用方法。

#include <iostream>

using namespace std；

void main( )

{

float a，b；

**float cha(float,float);**／／函数cha的原型声明

a=12.5；

b=6.5；

float c= **cha(a,b)**； ／／调用函数cha

cout<<c<<endl；

}

float cha(float x，float y)

{

float w；

w=x-y；

return w；

}

**五、程序分析题(本大题共4小题，每小题5分，共20分)**

51．给出下面程序的输出结果。

#include <iostream．h>

template <class T>

class Sample

{

T n；

public：

Sample(T i){n=i;}

int operator==(Sample &)；

}；

template <class T>

int Sample<T>::operator==(Sample＆s)

{

if(n==s.n)

return 1；

else

return 0；

}

void main( )

{

Sample<int>sl(2)，s2(3)； ．

cout<<″s1与s2的数据成员″<<(sl==s2 ?″相等″：″不相等″)<<endl；

Sample<double>s3(2.5)，s4(2.5)；

cout<<″s3与s4的数据成员″<<(s3==s4 ? ″相等″：″不相等″)<<endl；

}

**S1与S2的数据成员不相等**

**S3与S4数据成员相等**

52．给出下面程序的输出结果。

#include<iostream>

using namespace std；

template<class T>

T max(T ml，T m2)

{return(m1>m2)?ml:m2:}

void main( ) {

cout<<max(1，7)<< ″\t″<<max(2.0，5.0)<<endl；

cout<<max(′y′,′b′<<″＼t″<<max(″A″，″a″)<<endl；

} **7 5**

**y a**

53．给出下面程序的输出结果

#include <iostream>

using namespace std；

class A {

public：

int x；

A( ) { }

A(int a){x=a;}

int get(int a){return x+a;} }；

void main( ) {

A a(8)；

int(A::\*p)(int)；

p=A::get；

cout<<(a.\*p)(5)<<endl；

A\*pi=＆a；

cout<<(pi- >\*P)(7)<<endl；}

**13 15**

54．给出下面程序的输出结果。

include<iostream>

#include<string>

using namespace std；

class Book {

char\*title； char\*author; int numsold；

public：

Book( ){ }

Book(const char\*strl，const char\*str2，const int num) {

int len=strlen(strl)；

title=new char[len+1]；

strcpy(title，str1)；

len=strlen(str2)；

author=new char[len+1]；

strcpy(author，str2)；

numsold=num； }

void setbook(const char\*str1，const char\*str2，const int num) {

int len=strlen(str1)；

title=new char[len+1]；

strcpy(title，str1)；

len=strlen(str2)； author=new char[len+1]；

strcpy(author，str2)； numsold=num；

}

～Book( ) {

delete title； delete author；

}

void print(ostream&output) {

output<<″书名：″<<title<<endl；

output<<″作者：″<<author<<endl；

output<<″月销售量：″<<numsold<<endl；

} ．

}；

void main( ) {

**书名：数据结构**

**作者：严蔚敏**

**月销售量：200**

**书名：C++程序设计**

**作业：李春葆**

**月销售量：210**

Book obj1(″数据结构″，″严蔚敏″，200)，obj2；

obj1.print(cout)；

obj2.setbook(″C++语言程序设计″，″李春葆″，210)；

obj2.print(cout)；

}

**六、程序设计题(本大题共1小题，共10分)**

55．在三角形类TRI实现两个函数，功能是输入三个顶点坐标判断是否构成三角形

#include<iostream.h>

#include<math.h>

class point{

private：float x，y；

public：point(float a，float b){x=a;y=b;}

point( ){x=0；y=0；} ，

void set(float a，float b){x=a;y=b;}

float getx( ){return x;}

float gety( ){return y;}

}；

class tri{

point x，y，z； float s1，s2，s3；

public;．．．settri(．．．．)；／／用于输入三个顶点坐标

．．．．test(．．．．)；／／用于判断是否构成三角形

}； 请写出两个函数的过程(如果需要形式参数，请给出形参类型和数量，以及返回值类型)

**判断三条边能构成三角形的条件：任**

**意两边之和大于第三边或任意两边之**

**差小于第3边。**

**void tri::settri(float x1,float y1,float x2,float y2,float x3,float y3)**

**{x.set(x1,y1); y.set(x2,y2); z.set(x3,y3); }**

**void tri::test(){**

**s1=sqrt((x.getx()-y.getx())\*(x.g**

**etx()-y.getx())+(x.gety()-y.gety**

**())\*(x.gety()-y.gety()));**

**s2=sqrt((x.getx()-z.getx())\*(x.getx()-z.getx())+(x.gety()-z.gety())\*(x.gety()-z.gety()));**

**s3=sqrt((y.getx()-z.getx())\*(y.getx()-z.getx())+(y.gety()-z.gety())\*(y.gety()-z.gety()));**

# 全国2009年1月自学考试C++程序设计试题

**课程代码：04737**

## 一、单项选择题(本大题共20小题，每小题1分，共20分)

**在每小题列出的四个备选项中只有一个是符合题目要求的，请将其代码填写在题后的括号内。错选、多选或未选均无分。**

**1.C++源程序文件扩展名为( A )**

**A..cpp B..h C..1ib D..obj**

**2.在C++中使用流进行输入输出，其中专用于从键盘进行输入的流是( B )**

**A.cerr B.cin C.cout D.cfile**

**3.包含自定义头文件file.h的预处理指令是( D )**

**A.#define<file.h> B.#include file.h C.#define file.h D.#include"file.h"**

**4.用于标识十六进制前缀或后缀是( D )**

**A.无 B.后缀L或e C.前缀零 D.前缀0x**

**5.设存在整型变量int x，则下列句与其它三项含义不同的是( A )**

**A.int\* p=&x； B.int& p=x； C.int & p=x； D.int &p=x；**

**6.在定义类成员时，为产生封装性，则需使用哪个关键字( D )**

**A.public B.publish C.protected D.private**

**7.设函数void swap(int&，int&)将交换两形参的值，如两整型变量int a=10；int b=15；**

**则执行swap(a，b)后，a、b值分别为( C )**

**A.10，10 B.10，15 C.15，10 D.15，15**

**8.函数默认参数在函数原型中说明，默认参数必须放在参数序列的( C )**

**A.前部 B.中部 C.后部 D.两端**

**9.设存在函数int min(int，int)返回两参数中较小值，若求15，26，47三者中最小值，下列表达式中错误的是( B )**

**A.int m=min(min(15，26)，min(15，47))；**

**B.int m=min(15，26，47)；**

**C.int m=min(15，min(47，26))；**

**D.int m =min(min(47，26)，16)；**

**10.下列函数不能和函数void print(char)构成重载的是( C )**

**A.int print(int)； B.void print(char，char)；**

**C.int print(char)； D.void print(int，int)；**

**11.在下列成对的表达式中，运算结果类型相同的一对是( D )**

**A.7／2和7.0／2.0 B.7／2.0和7／2**

**C.7.0／2和7／2 D.7.0／2.0和7.0／2**

**l2.内联函数的特点是( A )**

**A.减少代码量，加快访问速度 B.减少代码量，减缓访问速度**

**C.增加代码量，减缓访问速度 D.增加代码量，加快访问速度**

**13.类的私有成员可在何处被访问( A )**

**A.本类的成员函数中 B.本类及子类的成员函数中**

**C.通过对象名在任何位置 D.不可访问**

**14.类的构造函数在以下什么情况下会被自动调用( B )**

**A.定义成员函数时 B.定义对象时**

**C.定义数据成员时 D.定义友元函数时**

**15.下列关于析构函数描述正确的是( D )**

**A.可以重载 B.函数体中必须有delete语句**

**C.返回类型必须是void类型 D.不能指定返回类型**

**16.设有函数T Sum(T x，T y){return x+y；}，其中T为模板类型，则下列语句中对该函数错误的使用是( D )**

**A.Sum(1，2)； B.Sum(3.0，2.2)； C.Sum(‘A’，‘C’)； D.Sum("A"，"C")；**

**17.下列哪个编译指令属于条件编译指令( C )**

**A.#include B.#define C.#else D.#pragma**

**18.关于类的静态成员函数描述错误的是( A )**

**A.在创建对象前不存在 B.不能说明为虚函数**

**C.不能直接访问非静态函数 D.不是对象的成员**

**l9.如果类A被声明成类B的友元，则( D )**

**A.类A的成员即类B的成员**

**B.类B的成员即类A的成员**

**C.类A的成员函数不得访问类B的成员**

**D.类B不一定是类A的友元**

**20.派生类的对象可以访问以下那种情况继承的基类成员( D )**

**A.私有继承的私有成员 B.公有继承的私有成员**

**C.私有继承的保护成员 D.公有继承的公有成员**

**二、填空题(本大题共20小题，每小题1分，共20分)**

**请在每小题的空格中填上正确答案。错填、不填均无分。**

**21.若使用标准输出流把整型变量a的值输出到屏幕上，实现此操作的C++语句是\_\_cout<<a;\_\_\_\_。**

**22.C++将数据从一个对象流向另一个对象的流动抽象为“流”，从流中获取数据的操作称为\_\_提取\_\_\_\_。**

**23.执行下列代码**

**int b=100； cout<<"Hex："<<hex<<b；**

**程序的输出结果是\_\_Hex:64\_\_\_\_。**

**24.静态联编所支持的多态性称为\_编译时\_\_\_\_\_的多态性。**

**25.C++程序必须有且只有一个主函数，其函数名为\_\_main\_\_\_\_。**

**26.写出声明一个复数对象的语句，并使该对象被初始化为2.2+1.3i，此声明语句是\_\_complex<double> c(2.2,1.3);\_\_\_\_。**

**27.若有函数定义为：**

**int add(int ml=0，int m2=2，int m3=4)**

**{return ml+m2+m3；}**

**在主函数中有int s=add(1)+add(0，1)+add(0，1，2)；**

**则执行此语句后s的值为\_\_15\_\_\_\_。**

**28.C++中使用\_\_\_inline\_\_\_关键字说明函数为内联函数。**

**29.在源程序中有宏定义：#define PI 3.14，则若不想使该宏定义影响到程序的其它地方，可以使用\_#undef PI\_\_\_\_\_删除该宏定义。(注：配套教材上没有)**

**30.类和其它数据类型不同的是，组成这种类型的不仅可以有数据，还可以有对数据进行操作的\_\_函数\_\_\_\_\_。**

**31.有下列代码int a=0；double b=0；cin>>a>>b；当用键盘输入1.25时，b=\_\_0.25\_\_\_\_。**

**32.对于类Point而言，其析构函数的定义原型为\_~Point();\_\_\_\_\_。**

**33.对象成员构造函数的调用顺序取决于这些对象在类中说明的顺序，与它们在成员初始化列表中给出的顺序\_\_无关\_\_\_\_。**

**34.类的简单成员函数是指声明中不含\_const\_\_\_\_\_、volatile、static关键字的函数。**

**35.与操作对象的数据类型相互独立的算法称为\_\_范型算法\_\_\_\_。**

**36.从一个或多个以前定义的类产生新类的过程称为\_派生\_\_\_\_\_。**

**37.在vector类中向向量尾部插入一个对象的方法是\_\_push\_back()\_\_\_\_。**

**38.C++中用于动态创建对象，并返回该对象的指针的关键字是\_\_new\_\_\_\_。**

**39.C++的流类库预定义的与标准输出设备相联接的流是\_\_cout \_\_\_\_。**

**40.执行下列代码**

**cout<<noshowpoint<<123.0；**

**程序输出结果是\_\_123\_\_\_\_。**

**三、改错题(本大题共5小题，每小题2分，共10分)**

**下面的类定义中有一处错误，请用下横线标出错误所在行并给出修改意见。**

**41.#include<iostream.h>**

**class f{**

**private：float x，y；**

**public：f(float a，float b){x=a；y=b；}**

**float max(){return(x<y)?x：y；}／／求最大值//error应改为float max(){return(x>y)?x：y；}**

**} ；**

**main( ){**

**f a(1.5，3.8)； cout<<a.max( )<<endl；**

**}**

**42.#include<iostream.h>**

**class test{**

**private：int x；**

**public：test(int a){x=a；}**

**void set(int a){x=a；}**

**void get(){cout<<x<<endl；}**

**}//error缺少分号;**

**main(){**

**const test a(3)；**

**a.set(5)；**

**a.get()；**

**}**

**43.#include<iostream.h>**

**class point{**

**private：float x，y；**

**public：f1(float a，float b){x=a；y=b；}**

**point(){x=0；y=0；}**

**void getx(){cout<<x<<endl；}**

**void gety(){cout<<y<<endl；}**

**}；**

**void print(point a){cout<<a.x<<endl；}//error:应将print函数说明为point类的友元函数**

**main(){**

**point a；**

**a.f1(3.0，5.0)；**

**print(a)；**

**}**

**44.#include<iostream.h>**

**class f{**

**private：int x，y；**

**public：fl(int a，int b){x=a；y=b；}**

**void print(){cout<<x<<y<<endl；}**

**} ；**

**main(){**

**f a;**

**a.f1(1.5，1.8)；//error：实际参数类型与f1函数的形参类型不一致，应修改为一致。**

**a.print()；**

**}**

**45.#include<iostream.h>**

**main(){**

**int x=6；**

**const int\*p=x；//error：应改为const int\*p=&x；**

**cout<<\*p<<endl；**

**}**

**四、完成程序题(本大题共5小题，每小题4分，共20分)**

**46.完成下面程序，使其输出l0，并在退出运行时正确释放分配给指针的存储空间。**

**#include <iostream>**

**using namespace std；**

**void main()**

**{**

**int \*a，\*p；**

**a=new int(10)；**

**p= \_\_a\_\_\_\_；**

**cout<<\*p<<endl；**

**\_\_\_delete p;(或delete a;)\_\_\_\_\_\_\_**

**}**

**47.** **#include <iostream>**

**using namespace std;**

**class base**

**{**

**private:int x;**

**public:base(int a){x=a;}**

**int get(){return x;}**

**void showbase() {cout<<"x="<<x<<endl;}**

**};**

**class Derived:public base**

**{private:int y;**

**public:Derived(int a,int b):base(a){y=b;}**

**void showderived()**

**{cout<<"x="<<get()<<",y="<<y<<endl;}**

**};**

**void main()**

**{**

**base b(3);**

**Derived d(6,7);**

**b.showbase();**

**d.showderived();**

**b=d;**

**b.showbase();**

**Derived b1(d);（或Derived b1(6,7);** **或base b1(6);或 base b1(d);）**

**b1.showbase();**

**base\* pb=&b1;**

**pb->showbase();**

**d.showderived();**

**b.showbase();**

**}**

**输出结果如下：**

**x=3**

**x=6，y=7**

**x=6**

**x=6**

**x=6**

**x=6，y=7**

**x=6**

**48.下面程序的运行结果如下：**

**B：：display()**

**C：：display()**

**在下划线处填上缺少的部分。源程序如下：**

**#include<iostream>**

**using namespace std;**

**class B**

**{**

**public:**

**virtual void display( ) {cout << "B：：display( ) "<<endl;}**

**};**

**class C:public B**

**{**

**public:**

**virtual void （或void）display(){cout<<"C：：display()"<<endl;}**

**};**

**void fun(B\*p)**

**{**

**p->display();**

**}**

**void main()**

**{**

**B b,\*pb;**

**C c;**

**pb=&b;**

**fun(pb);**

**pb=&c;**

**fun(pb);**

**}**

**49.下面程序的运行结果如下：**

**This is line1**

**This is line2**

**This is line3**

**在下划线处填上缺少的部分。源程序如下：**

**#include <iostream>**

**#include <fstream>**

**using namespace std;**

**void main()**

**{**

**fstream fin, fout;**

**fout.open("my.txt",ios::out);**

**if(!fout.is\_open())**

**return;**

**for(int i=0;i<3;i=i+1)**

**fout<<"This is line"<<i+1<<endl;**

**fout.close();**

**fin.open("my.txt",ios::in);**

**if(! fin.is\_open())**

**return;**

**char str[100];**

**while(!fin.eof()（或等价答案）)**

**{**

**fin.getline(str,100);**

**cout<<str<<endl;**

**}**

**fin.close();**

**}**

**50.在下划线处填上缺少的部分。源程序如下：**

**#include <iostream>**

**using namespace std；**

**template<class T>\_\_\_\_\_\_\_\_**

**T fun(T x)**

**{**

**\_\_T\_\_\_y；**

**y=x\*x-T(5)；**

**return y；**

**}**

**void main()**

**{**

**float a=2；**

**cout<<fun(a)；**

**}**

**五、程序分析题(本大题共4小题，每小题5分，共20分)**

**51.请写出myTextl.txt文本文件中的内容**

**#include<iostream>**

**#include <string>**

**using namespace std;**

**#include<fstream>**

**void main()**

**{**

**ofstream myFile1;**

**myFile1.open("myTextl.txt");**

**cout<<"Enter the data in Chinese format(e.g. ,2008,May 25)："<<endl;**

**string Date("2008,January 1");**

**string Year=Date.substr(0,4);**

**int k=Date.find(",");**

**int i=Date.find(" ");**

**string Month=Date.substr(k+1,i-k-1);**

**string Day=Date.substr(i+1,2);**

**string NewDate=Day+" "+Month+" "+Year;**

**myFile1<<"original date："<<Date<<endl;**

**myFile1<<"Converted date："<<NewDate<<endl;**

**myFile1.close();**

**}**

**original date：2008,January 1**

**Converted date：1 January 2008**

**52.给出下面程序的输出结果**

**#include<iostream>**

**using namespace std;**

**class Simple**

**{**

**int x,y;**

**public:**

**Simple(){x=y=0;}**

**Simple(int i,int j){x=i;y=j;}**

**void copy(Simple&s);**

**void setxy(int i,int j){x=i;y=j;}**

**void print(){cout<<"x="<<x<<",y="<<y<<endl;}**

**};**

**void Simple::copy(Simple&s)**

**{**

**x=s.x;y=s.y;**

**}**

**void func(Simple s1,Simple&s2)**

**{**

**s1.setxy(30,40);**

**s2.setxy(70,80);**

**}**

**void main()**

**{**

**Simple obj1(1,2),obj2;**

**obj2.copy(obj1);**

**func(obj1,obj2);**

**obj1.print();**

**obj2.print();**

**}**

**x=1,y=2**

**x=70,y=80**

**53.给出下面程序的输出结果**

**#include"iostream.h"**

**int main()**

**{**

**int i=17;**

**while(i>=10)**

**if(--i%4==3)continue;**

**else**

**cout<<"i="<<i--<<endl;**

**}**

**i=16**

**i=14**

**i=12**

**i=10**

**54.给出下面程序的输出结果**

**#include<iostream>**

**using namespace std;**

**void main()**

**{**

**int num=300;**

**int &ref=num;**

**cout<<ref;**

**ref=ref-100;**

**cout<<" "<<num;**

**num=num-50;**

**cout<<" "<<ref<<endl;**

**}**

**300 200 150**

**六、程序设计题(本大题共1小题，共10分)**

**55.定义堆栈类模板Stack(先进后出)，栈的大小由使用者确定。要求该类模板对外提供**

**如下二种基本操作：**

**(1)push入栈(2)pop出栈，用数组来实现**

**#include<iostream>**

**using namespace std；**

**template<class T，int size>**

**class Stack{**

**T x[size]；**

**int current；**

**public：**

**Stack(){current=0；}**

**....push(....)；**

**....pop(....)；**

**};**

**请写出两个函数的过程(如果需要形式参数，请给出形参类型和数量，以及返回值类型)**

**参考答案**

**#include<iostream>**

**using namespace std;**

**template<class T,int size>**

**class Stack{**

**T x[size];**

**int current;**

**public:**

**Stack(){current=0;}**

**bool Push(T e);**

**bool Pop(T &e);**

**};**

**template<class T,int size>**

**bool Stack<T,size>::Push(T e){//插入新元素e为新的栈顶元素**

**if(current == size){//栈满**

**return false;**

**}**

**x[++current] = e;**

**return true;**

**}//Push**

**template<class T,int size>**

**bool Stack<T,size>::Pop(T &e){//若栈不空,删除栈顶元素,并用e返回其值,并返回true,否则返回false**

**if( current == 0 ) return false;**

**e=x[current--];**

**return true;**

**}//Pop**

**//测试程序，不是答案的一部分**

**void main(){**

**Stack<int,5> s;**

**s.Push(1); s.Push(2);**

**int e;**

**if(s.Pop(e))**

**cout<<e<<endl;**

**else**

**cout<<"栈空"<<endl;**

**cout<<"再次出栈，试试看..."<<endl;**

**if(s.Pop(e))**

**cout<<e<<endl;**

**else**

**cout<<"栈已空"<<endl;**
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一、单项选择题(本大题共20小题，每小题1分，共20分)在每小题列出的四个备选项中只有一个是符合题目要求的，请将其代码填写在题后的括号内。错选、多选或未选均无分。

*1.* 编写C++程序一般需经过的几个步骤依次是（）

1. 编辑、调试、编译、连接
2. 编辑、编译、连接、运行
3. 编译、调试、编辑、连接
4. 编译、编辑、连接、运行

答案：B 解析：(P21)经过编辑、编译、连接和运行四个步骤。编辑是将C++源程序输入计算机的过程，保存文件名为cpp。编译是使用系统提供的编译器将源程序cpp生成机器语言的过程，目标文件为 obj，由于没有得到系统分配的绝对地址，还不能直接运行。连接是将目标文件obj转换为可执行程序的过程，结果为exe。运行是执行exe，在屏幕上显示结果的过程。

*2.* 决定C++语言中函数的返回值类型的是（）

1. return语句中的表达式类型
2. 调用该函数时系统随机产生的类型
3. 调用该函数时的主调用函数类型
4. 在定义该函数时所指定的数据类型答案：D 解析：(P51)函数的返回值类型由定义函数时的指定的数据类型决定的。A项的表达式的值要转换成函数的定义时的返回类型。

*3.* 下面叙述不正确的是（）

1. 派生类一般都用公有派生
2. 对基类成员的访问必须是无二义性的
3. 赋值兼容规则也适用于多重继承的组合
4. 基类的公有成员在派生类中仍然是公有的答案：D 解析：(P136)继承方式有三种：公有、私有和保护。多继承中，多个基类具有同名成员，在它们的子类中访问这些成员，就产生了二义性，但进行访问时，不能存在二义性。赋值兼容规则是指派生类对象可以当作基类对象使用，只要存在继承关系，所以单继承或多继承都适用。基类中的公有成员采用私有继承时，在派生类中变成了私有成员，所以D项错误。

*4.* 所谓数据封装就是将一组数据和与这组数据有关操作组装在一起，形成一个实体，这实体

也就是（）

## A. 类

1. 对象
2. 函数体
3. 数据块

答案：A 解析：(P39)类即数据和操作的组合体，数据是类的静态特征，操作是类具有的动作。

*5.* 在公有派生类的成员函数不能直接访问基类中继承来的某个成员，则该成员一定是基类中的（）

1. 私有成员
2. 公有成员
3. 保护成员
4. 保护成员或私有成员

答案：A 解析：(P133)在派生类中基类的保护或者基类公有都可以直接访问，基类的私有成员只能是基类的成员函数来访问。所以选择A项。

*6.* 对基类和派生类的关系描述中，错误的是（）

1. 派生类是基类的具体化
2. 基类继承了派生类的属性
3. 派生类是基类定义的延续
4. 派生类是基类的特殊化答案：B 解析：(P129)派生类的成员一个是来自基类，一个来自本身，所以派生类是基类的扩展，也是基类的具体化和特殊化，派生类是对基类扩展。B项基类不能继承派生类成员，所以错误。

*7.* 关于this指针使用说法正确的是（）

1. 保证每个对象拥有自己的数据成员，但共享处理这些数据的代码
2. 保证基类私有成员在子类中可以被访问。
3. 保证基类保护成员在子类中可以被访问。
4. 保证基类公有成员在子类中可以被访问。

答案：A 解析：(P86)this指针是隐藏的，可以使用该指针来访问调用对象中的数据。基类的成员在派生类中能否访问，与继承方式有关，与this没有关系。所以选择A项。

*8.* 所谓多态性是指 （）

1. 不同的对象调用不同名称的函数
2. 不同的对象调用相同名称的函数
3. 一个对象调用不同名称的函数
4. 一个对象调用不同名称的对象答案：B 解析：(P167)多态性有两种静态多态性和动态多态性，静态多态性是指调用同名函数，由于参数的不同调用不同的同名函数；动态多态性是指不同对象调用同名函数时，由于对象不同调用不同的同名函数。 多态性肯定具有相同的函数名，所以选择B项。

*9.* 一个函数功能不太复杂，但要求被频繁调用，则应把它定义为 （）

1. 内联函数
2. 重载函数
3. 递归函数
4. 嵌套函数

答案：A 解析：(P59)内联函数特征代码少，频繁调用，执行效率高。重载函数解决统一接口的问题；递归是子程序调用，程序调用要耗费很多空间和时间，循环/迭代都比递归有效率得多，递归只是从形式上，逻辑比较简洁。嵌套函数即反复调用，速度较慢。所以选择A项。

*10.* 下面函数模板定义中不正确的是（）

1. A
2. B
3. C
4. D

答案：A 解析：(P147)A项中F是一个返回Q类型的值，而return中用返回类型作为返回值错误。所以选择

A项。

*11.* 假设ClassY:publicX，即类Y是类X的派生类，则说明一个Y类的对象时和删除Y类对象时

，调用构造函数和析构函数的次序分别为（）

1. X,Y；Y,X
2. X,Y；X,Y
3. Y,X；X,Y
4. Y,X；Y,X

答案：A 解析：(P130)派生类构造函数必须对这三类成员进行初始化，其执行顺序：调用基类构造函数

；调用子对象的构造函数；派生类的构造函数体。析构函数在执行过程中也要对基类和成员对象进行操作，但它的执行过程与构造函数正好相反，即对派生类新增普通成员进行清理；调用成员对象析构函数，对派生类新增的成员对象进行清理；调用基类析构函数，对基类进行清理，所以选择A项。

*12.* 适宜采用inline定义函数情况是（）

1. 函数体含有循环语句
2. 函数体含有递归语句
3. 函数代码少、频繁调用
4. 函数代码多、不常调用

答案：C 解析：(P59)内联函数具有程序代码少、频繁调用和执行效率高的特征，所以选择C项。

*13.* 假定一个类的构造函数为A(int aa,int bb) {a=aa--;b=a\*bb;},则执行A x(4,5)；语句后

，x.a和x.b的值分别为（）

1. 3和15
2. 5和4
3. 4和20
4. 20和5 答案：C 解析：(P75)a=4,因为后减，b的值与a、bb相关，b＝4\*5=20，而与aa没有任何关系。

*14.* 在类中说明的成员可以使用关键字的是（）

1. public
2. extern
3. cpu
4. register

答案：A 解析：extern用于声明外部变量的。register声明寄存器类型变量。无cpu类型。它们都不能声明类成员。public声明为公有访问权限，所以选择A项。

*15.* 下列不能作为类的成员的是（）

1. 自身类对象的指针
2. 自身类对象
3. 自身类对象的引用
4. 另一个类的对象

答案：B 解析：类的定义，如果有自身类对象，使得循环定义，B项错误。在类中具有自身类的指针，可以实现链表的操作，当然也可以使用对象的引用。类中可以有另一个类的对象，即成员对象。所以选择B选项。

*16.* 使用地址作为实参传给形参，下列说法正确的是（）

1. 实参是形参的备份
2. 实参与形参无联系
3. 形参是实参的备份
4. 实参与形参是同一对象答案：D 解析：(P51)地址作为实参，表示实参与形参代表同一个对象。如果实参是数值，形参也是普通变量，此时形参是实参的备份。所以选择D项。

*17.* 下列程序的输出结果是（）

#include <iostream.h>

void main()

{int n［］［3］={10,20,30,40,50,60}; int (\*p)［3］;vn p=n; cout<<p［0］［0］<<"，"<<\*(p［0］+1)<<"，"<<(\*p)［2］<<endl;}

1. 10，30，50
2. 10，20，30
3. 20，40，60
4. 10，30，60

答案：B

解析：如果数组元素都是相同类型的指针，则称这个数组为指针数组。指针数组一般用于处理二维数组。声明的格式为：<数据类型><(\*变量名)><［元素个数］>。

p表示指向数组n的行指针。如果将指针的初始化(\*p)［3］=b;地址的等价形式： p+i p［i］\*(p+i)都表示b数组第i+1行的第1个元素的首地址。

\*(p+i)+jp［i］+j &p［i］［j］都表示b数组第i+1行、第j+1列元素的地址。

值的等价形式：

\*(\*(p+i)+j) \*(p［i］+j) p［i］［j］都表示b数组第i+1、第j+1列元素的值。

所以题目分别访问p［0］［0］，p［0］［1］，p［0］［2］。

*18.* 在C++中，使用流进行输入输出，其中用于屏幕输入（）

1. cin
2. cerr
3. cout
4. clog 答案：A

解析：(P193)(1)标准输入流cin：istream类的对象。(2)标准输出流cout：ostream类的对象。

(3)非缓冲型标准出错流cerr：ostream类的对象。(4)缓冲型标准出错流clog：ostream类的对象

*19.* 假定AA为一个类，a()为该类公有的函数成员，x为该类的一个对象，则访问x对象中函数

成员a()的格式为（）

1. x.a
2. x.a()
3. x->a
4. （\*x）.a()

答案：B 解析：(P41)对象访问成员的方式为：对象名.成员。指针可以有两种：(\*对象指针).成员或者对象指针->成员。A选项是访问数据成员，B项是访问成员函数。

*20.* 关于对象概念的描述中，说法错误的是（）

1. 对象就是C语言中的结构变量
2. 对象代表着正在创建的系统中的一个实体
3. 对象是类的一个变量
4. 对象之间的信息传递是通过消息进行的答案：A 解析：(P37)A对象在C＋＋中才有，包括数据和操作两项，而C中的变量只有数据，没有操作。所以A项错误。

二、填空题(本大题共20小题，每小题1分，共20分)请在每小题的空格中填上正确答案

。错填、不填均无分。

1. C++的流库预定义了4个流，它们是cin、cout、clog和\_\_\_。

答案：(P193)cerr

［解析］cin、cout、clog和cerr分别用于标准输入、输出、标准错误流（缓冲）和标准错误流

（非缓冲）。

1. 每个对象都是所属类的一个\_\_\_。

答案：(P69)实例

［解析］类是对象的抽象，对象是类的一个实例。

1. 在已经定义了整型指针ip后，为了得到一个包括10个整数的数组并由ip所指向，应使用语句\_\_\_。

答案：(P78)int \*ip=new int［10］;

［解析］new用来动态开辟空间。常用来产生动态数组及对象构造函数。

1. 函数模板中紧随template之后尖括号内的类型参数都要冠以保留字\_\_\_。

答案：(P145)class

［解析］类模板的使用。template <class T>,也可以引入多参数的如：template <class

T1，class T2,...，class Tn>

1. 定义类的动态对象数组时，系统只能够自动调用该类的\_\_\_构造函数对其进行初始化。

答案：(P80)无参

［解析］使用new创建对象数组，调用无参构造函数。

1. 表达式cout<<end1 还可表示为\_\_\_。

答案：‘＼n’

［解析］endl与字符常量‘＼n’等价。

1. 在C++中，访问一个指针所指向的对象的成员所用的指向运算符是\_\_\_。

答案：->

［解析］指针使用成员有两种方法：“->”指向运算符和“.”成员访问运算符。

1. 假如一个类的名称为MyClass，使用这个类的一个对象初始化该类的另一个对象时，可以调用\_\_\_构造函数来完成此功能。

答案：(P80)复制或拷贝

复制或拷贝构造函数就是用对象初始化新的对象。

1. 对赋值运算符进行重载时，应声明为\_\_\_函数。

答案：(P183)类成员

［解析］运算符重载的方法有友元或者成员函数两种途径，但是赋值运算符只能使用成员函数的方法来实现。

1. 如果要把A类成员函数f（）且返回值为void声明为类B的友元函数，则应在类B的定义中加入的语句\_\_\_。

答案：(P109)friend void A::f()；

［解析］成员函数作为另一个类的友元函数，格式为：friend 返回类型 类名::函数(形参)。

1. 下列程序段的输出结果是\_\_\_。

for(i=0,j=10,k=0;i<=j;i++,j-=3,k=i+j);cout<<k; 答案：4

［解析］for循环结构,三个表达式的作用，初始化、循环判断条件和循环变量变化。循环执行了三次，k的作用是计算i、j的和。

1. String 类的\_\_\_方法返回查找到的字符串在主串的位置。

答案：(P40)find

［解析］string类对象方法的find，查不到字符串，则返回-1。

1. int n=0; while（n=1）n++;

while循环执行次数是\_\_\_。

答案：无限次

［解析］＝是赋值运算符，不是关系运算符，且不等0，所以死循环。

1. 控制格式输入输出的操作中，函数\_\_\_是用来设置填充字符。要求给出函数名和参数类型答案：(P195)setfill(char)

［解析］格式控制方法的使用，如setw，setfill等等。

1. C++语言支持的两种多态性分别是编译时的多态性和\_\_\_的多态性。

答案：(P167)运行时

［解析］多态性包括静态的（编译时）多态性和动态的（运行时）多态性。

1. 设函数sum是由函数模板实现的，并且sum(3,6)和sum(4.6,8)都是正确的函数调用，则函数模板具有\_\_\_个类型参数。答案：(P61)2
2. 执行下列代码

string str("HelloC++"); cout<<str.substr(5，3); 程序的输出结果是\_\_\_。

答案：(P42)C++

［解析］substr取子字符串，第1个参数表示要截取子串在字符串中的位置，第2个表示取多少个字符。

1. 在面向对象的程序设计中，将一组对象的共同特性抽象出来形成\_\_\_。答案：(P38)类

［解析］类是相似特征的对象的抽象，对象是类的一个实例。

1. 定义类动态对象数组时，元素只能靠自动调用该类的\_\_\_来进行初始化。

答案：(P77)无参构造函数

［解析］使用new 创建动态对象数组，不能有参数，所以只能调用无参的构造函数，初始化对象 *20.* 已知有20个元素int类型向量V1，若用V1初始化为V2向量，语句是\_\_\_。答案：(P151)vector <int>V2(V1);

［解析］采用向量初始化另一个向量的形式：vector <type> name1(name);

三、改错题(本大题共5小题，每小题2分，共10分)下面的类定义中有一处错误，请用下横线标出错误所在行并给出修改意见。

*1.* #include <iostream.h> class Test {private: int x,y=20; public:

Test(int i,int j){x=i,y=j;} int getx(){return x;} int gety(){return y;}

}; void main() {Test mt(10,20); cout<<mt.getx()<<endl; cout<<mt.gety()<<endl; }

答案：int x,y=20;在类内部不能对数据成员直接赋值。

［修改］int x,y;

*2.* #include <iostream.h> class Test {int x,y; public: fun(int i,int j) {x=i;y=j;} show()

{cout<<"x="<<x; if(y) cout<<",y="<<y<<endl; cout<<endl;}

}; void main()

{Test a;

a.fun(1);

a.show();

a.fun(2,4);

a.show();

}

答案：int i,int j调用时，既有一个参数，也有两个参数，且没有重载，所以参数需要带默认值。所以int i,int j错误。

［修改］int i,int j＝0//注j只要有一个int类型的数据就行。

*3.* #include <iostream.h> class A {int i; public: virtual void fun()=0;

A(int a)

{i=a;}

};

class B:public A {int j; public: void fun()

{cout<<"B::fun()＼n"; }

B(int m,int n=0):A(m),j(n){}

}; void main() {A \*pa; B b(7); pa=&b;

}

答案：B(int m,int n=0):A(m),j(n){}因为基类是抽象类，不能被实例化，所以在派生类中不能调用初始化基类对象。所以B(int m,int n=0):A(m),j(n){}错误，删去A(m)。

［修改］B(int m,int n=0):j(n){} *4.* #include <iostream.h> class X {public: int x;

public:

X(int x)

{cout<<this->x=x<<endl;}

X(X&t)

{x=t.x; cout<<t.x<<endl;

}

void fun(X);

};

void fun(X t)

{cout<<t.x<<endl;}

void main() {fun(X(10));}

答案：cout<<this->x=x<<endl;要输出this->x=x表达式的值要加括号。

［修改］cout<<（this->x=x）<<endl;

*5.* #include <iostream.h>

#include <string.h> class Bas {public:

Bas(char \*s="＼0"){strcpy(name,s);} void show(); protected:

char name［20］;

};

Bas b; void show()

{cout<<"name:"<<b.name<<endl;}

void main() {Bas d2("hello");

show(); }

答案：void show();是普通函数不是成员函数，但是要访问类成员，需要定义为友元函数。

［修改］friend void show();

四、完成程序题(本大题共5小题，每小题4分，共20分)

*1.* 在下,面程序横线处填上适当字句，以使该程序执行结果为：

50 4 34 21 10

0 7.1 8.1 9.1 10.1 11.1

#include <iostream.h> template <class T> void f (\_\_\_\_\_\_\_\_\_\_) {\_\_\_\_\_\_\_\_\_\_; for (int i=0;i<n/2;i++)

t=a［i］, a［i］=a［n-1-i］, a［n-1-i］=t;

} void main ()

{int a［5］={10,21,34,4,50}; double d［6］={11.1,10.1,9.1,8.1,7.1};

f(a,5);f(d,6); for (int i=0;i<5;i++) cout <<a［i］<< ""; cout <<endl;

for (i=0;i<6;i++)

cout << d［i］ << ""; cout << endl;

}

答案：T a［］,int n,T t=0;

［解析］不同的数据类型的调用，使用了模板。f函数增加t变量，因为实参类型不同，所以t的类型应该是T类型的。

*2.* 在下面程序的底画线处填上适当的字句，使该程序执行结果为40。

#include <iostream.h> class Test

{ public:

\_\_\_\_\_\_;

Test (int i=0) {x=i+x;} int Getnum()

{return Test::x+7;}

};

\_\_\_\_\_\_\_; void main() {Test test;

cout<<test.Getnum()<<endl;;

}

答案：static int x;,int Test::x=30;

［解析］从成员函数访问方式类名：：成员可知是静态成员所以static int x;从结果要对初始化为30，且在类外进行初始化， int Test::x=30;。

*3.* 在下列程序的空格处填上适当的字句，使输出为：0，2，10。

#include <iostream.h> #include <math.h> class Magic {double x; public:

Magic(double d=0.00):x(fabs(d))

{}

Magic operator+(\_\_\_\_\_\_)

{

return Magic(sqrt(x\*x+c.x\*c.x));

}

\_\_\_\_\_\_\_operator<<(ostream & stream,Magic & c)

{ stream<<c.x; return stream;

}

}; void main() {Magic ma;

cout<<ma<<", "<<Magic(2)<<", "<<ma+Magic(-6)+

Magic(-8)<<endl;

}

答案：operator+(Magic&c),friend ostream&operator

［解析］对加法进行重载，operator+(Magic & c)，是对插入符进行重载，要访问成员所以定义为友元函数，friend ostream & operator。

*4.* 下面是一个输入半径，输出其面积和周长的C++程序，在下划线处填上正确的语句。

#include <iostream>

\_\_\_\_\_\_\_\_\_; \_\_\_\_\_\_\_\_\_; void main() {double rad; cout<<"rad="; cin>>rad; double l=2.0\*pi\*rad; double s=pi\*rad\*rad; cout<<"＼n The long is："<<l<<endl; cout<<"The area is："<<s<<endl;}

答案：using namespace std,#define pi 3.14159

［解析］进行输入或输出要引入iostream, 所以using namespace std;从标点看没有分号，所以使用宏定义，#define pi 3.14159。

*5.* 程序实现大写字母转换成小写字母。

#include <iostream.h> void main() {char a; \_\_\_\_\_\_\_; cin>>a; if(\_\_\_\_\_\_\_) a=a+i; cout<<a<<endl;

}

答案：int i=32;，a>=A && a<=Z

［解析］大写字母变小写字母相差32，需要对i声明并初始化。大写字母变小写字母。要判断字符是大写字母。

五、程序分析题(本大题共4小题，每小题5分，共20分) *1.* 给出下面程序输出结果。

#include<iostream.h>

class a {public:

virtual void print()

{cout<< "a prog..."<< endl;};

};

class b:public a

{}; class c:public b {public:

void print(){cout<<"c prog..."<<endl;}

}; void show(a \*p)

{(\*p).print();

} void main() {a a; b b; c c;

show(&a); show(&b); show(&c); }

答案：a prog... a prog... c prog...

［解析］考查多态性的。a类对象调用本身的虚函数，b类因为没有覆写print，所以仍然调用基类的虚函数。而c类重新定义print虚函数，所以调用c类的print。

*2.* 给出下面程序输出结果。

#include <math.h>

#include <iostream.h> #include <iomanip.h> bool fun(long n); void main() {long a=10,b=30,l=0; if(a%2==0) a++; for(long m=a;m<=b;m+=2) if(fun(m))

{if(l++%10==0) cout <<endl; cout <<setw(5) <<m;

} }

bool fun(long n) {int sqrtm=(int)sqrt(n); for(int i=2;i<=sqrtm;i++) if(n%i==0) return false; return true;

}

答案：11 13 17 19 23 29

［解析］循环体用来判断n是否是质数的函数,在main函数判断10～30之间质数。

*3.* 给出下面程序输出结果。

#include <iostream.h> class Test {int x,y; public:

Test(int i,int j=0) {x=i;y=j;} int get(int i,int j)

{return i+j;}

}; void main() {Test t1(2),t2(4,6); int (Test::\*p)(int,int=10); p=Test::get;

cout<<(t1.\*p)(5)<<endl; Test \*p1=&t2;

cout<<(p1->\*p)(7,20)<<endl;

}

答案：15 27

［解析］指向类成员函数的指针的使用，\*p指向Test类中有两个参数的函数的一个指针。

P＝Test::get.这样p就和get发生了联系。(t1.\*p)(5)等价于调用一个参数的get函数。

*4.* #include <iostream.h>

#include <string.h> #include <iomanip.h> class student {char name［8］; int deg; char level［7］; friend class process; // 说明友元类 public:

student(char na［］,int d) { strcpy(name,na); deg=d;

}

}; class process { public:

void trans(student &s) {int i=s.deg/10; switch(i) {case 9:

strcpy(s.level, "优");break; case 8:

strcpy(s.level,"良");break; case 7:

strcpy(s.level,"中");break; case 6:

strcpy(s.level,"及格");break; default:

strcpy(s.level,"不及格");

} }

void show(student &s)

{cout<<setw(10)<<s.name<<setw(4)<<s.deg<<setw(8)<<s.level<<endl;}

}; void main()

{ student st［］={student("张三",78),student("李四",92),student("王五

",62),student("孙六",88)}; process p;

cout<<"结 果:"<<"姓名"<<setw(6)<<"成绩"<<setw(8)<<"等级"<<endl; for(int i=0;i<4;i++) { p.trans(st［i］); p.show(st［i］);} }

答案：结果:姓名成绩等级张三78中李四92优王五62及格

孙六88良

六、程序设计题(本大题共1小题，共10分)

*1.* 已定义一个Shape抽象类，在此基础上派生出矩形Rectangle和圆形Circle类，二者都有 GetPerim（）函数计算对象的周长，并编写测试main（）函数。 class Shape {public:

Shape(){}

~Shape(){}

virtual float GetPerim()=0;

}

答案：class Rectangle:public Shape

{public:

Rectangle(float i,float j):L(i),W(j){}

~Rectangle(){} float GetPerim(){return 2\*(L+W);} private:

float L,W;

}; class Circle:public Shape

{public:

Circle(float r):R(r){} float GetPerim(){return 3.14\*2\*R;} private: float R;

}; void main()

{Shape \* sp; sp=new Circle(10); cout<<sp->GetPerim ()<<endl; sp=new Rectangle(6,4); cout<<sp->GetPerim()<<endl;

}\_\_

一、单项选择题(本大题共20小题，每小题1分，共20分)在每小题列出的四个备选项中只有一个是符合题目要求的，请将其代码填写在题后的括号内。错选、多选或未选均无分。

*1.* 静态成员函数没有（）

1. 返回值
2. this指针
3. 指针参数
4. 返回类型

答案：B 解析：(P107)静态成员函数是普通的函数前加入static,它具有函数的所有的特征：返回类型、形参，所以使用(P107)静态成员函数，指针可以作为形参，也具有返回值。静态成员是类具有的属性，不是对象的特征，而this表示的是隐藏的对象的指针，因此静态成员函数没有this 指针

。静态成员函数当在类外定义时，要注意不能使用static关键字作为前缀。由于静态成员函数在类中只有一个拷贝（副本），因此它访问对象的成员时要受到一些限制：静态成员函数可以直接访问类中说明的静态成员，但不能直接访问类中说明的非静态成员；若要访问非静态成员时，必须通过参数传递的方式得到相应的对象，再通过对象来访问。

*2.* 假定AB为一个类，则执行“AB a(2), b［3］,\*p［4］;”语句时调用该类构造函数的次数

为（）

## A. 3 B. 4 C. 5

*D.* 9

答案：B

解析：(P79)a(2)调用1次带参数的构造函数，b［3］调用3次无参数的构造函数，指针没有给它分配空间，没有调用构造函数。所以共调用构造函数的次数为4。

*3.* 有关多态性说法不正确的是（）

1. C++语言的多态性分为编译时的多态性和运行时的多态性
2. 编译时的多态性可通过函数重载实现
3. 运行时的多态性可通过模板和虚函数实现
4. 实现运行时多态性的机制称为动态多态性答案：C 解析：(P171)多态性分为静态的和动态的。静态通过函数的重载来实现，动态是通过基类指针或基类引用和虚函数来实现的。所以错误的是C项。

*4.* 假定一个类的构造函数为“A(int i=4, int j=0) {a=i;b=j;}”, 则执行“A x (1);”语

句后，x.a和x.b的值分别为（）

1. 1和0
2. 1和4
3. 4和0
4. 4和1 答案：A 解析：(P75)带默认的构造函数，对应实参没有值时就采用形参值。调用构造函数时，i=1,不采用默认值，而只有一个参数，j采用默认值0即j=0,因此a=1,b=0,选择A项。

*5.* 类MyA的拷贝初始化构造函数是 （）

1. MyA()
2. MyA(MyA\*)
3. MyA(MyA&)
4. MyA(MyA)

答案：C 解析：(P80)复制即拷贝构造函数使用对象的引用作形参，防止临时产生一个对象，A无参构造函数，B是指针作为形参，D项是对象，所以选择C项。

*6.* 在C++中，函数原型不能标识（）

1. 函数的返回类型
2. 函数参数的个数
3. 函数参数类型
4. 函数的功能

答案：D 解析：函数的声明，说明函数的参数、返回类型以及函数名，函数体即实现部分决定功能。所以函数的原型不能决定函数的功能。

*7.* 友元关系不能（）

1. 提高程序的运行效率
2. 是类与类的关系
3. 是一个类的成员函数与另一个类的关系
4. 继承答案：D 解析：(P111)友元可以是函数与类的关系即友元函数，也可以类与类的关系即友元类，但友元不能继承，是单向性，且不具有传递性。友元可以访问类中所有成员，提高了访问的方便性。因此选择D项。

*8.* 实现两个相同类型数加法的函数模板的声明是（）

1. add(T x,T y)
2. T add(x,y)
3. T add(T x,y)
4. T add(T x,T y)

答案：D 解析：(P63)实现两个相同类型数加法结果应该和操作数具有相同类型。进行加法运算后结果也是和参数具有相同类型，需要返回值。A无返回值时要用void,B形参无类型，C形参y没有类型

，所以选择D项。

*9.* 在int a=3,int \*p=&a；中，\*p的值是（）

1. 变量a的地址值
2. 无意义
3. 变量p的地址值
4. 3 答案：D 解析：\*p代表引用a变量的值，p代表a的地址值。所以选择D项。

*10.* 下列不是描述类的成员函数的是（）

1. 构造函数
2. 析构函数
3. 友元函数
4. 拷贝构造函数

答案：C 解析：(P109)构造函数、析构函数、拷贝构造函数都是特殊的成员函数，友元则不是成员函数。

所以选择C项。

*11.* 如果从原有类定义新类可以实现的是（）

1. 信息隐藏
2. 数据封装
3. 继承机制
4. 数据抽象

答案：C 解析：(P129)继承指在原有类的基础上产生新类。数据封装即数据和操作组合在一起，形成类。信息的隐藏，通过访问权限来实现。数据抽象，将事物的特征抽象为数据成员或服务。因此选择

C项。

*12.* 下面有关类说法不正确的是（）

1. 一个类可以有多个构造函数
2. 一个类只有一个析构函数
3. 析构函数需要指定参数
4. 在一个类中可以说明具有类类型的数据成员答案：C 解析：(P80)构造函数可以有参数、可以重载、因此可以有多个，A项正确。析构函数只有一个不能重载、不能继承，没有返回值，B项正确，C项错误。

*13.* 在函数定义中的形参属于（）

1. 全局变量
2. 局部变量
3. 静态变量
4. 寄存器变量

答案：B 解析：形参或函数中定义的变量都是局部变量。在函数外定义的变量是全局变量。形参只能用局部变量，频繁使用的变量可以声明为寄存器变量，形参不能使用静态变量或寄存器变量。

*14.* 下列有关重载函数的说法中正确的是（）

1. 重载函数必须具有不同的返回值类型
2. 重载函数参数个数必须相同
3. 重载函数必须有不同的形参列表
4. 重载函数名可以不同答案：C 解析：(P59)函数的重载必须函数名相同而形参类型或个数不同，与返回值无关。

*15.* this指针存在的目的是（）

1. 保证基类私有成员在子类中可以被访问
2. 保证基类保护成员在子类中可以被访问
3. 保证每个对象拥有自己的数据成员，但共享处理这些数据成员的代码
4. 保证基类公有成员在子类中可以被访问答案：C 解析：(P86)C++要求函数在被调用之前，应当让编译器知道该函数的原型，以便编译器利用函数原型提供的信息去检查调用的合法性，强制参数转换成为适当类型，保证参数的正确传递。对于标准库函数，其声明在头文件中，可以用#include宏命令包含这些原型文件；对于用户自定义函数，先定义、后调用的函数可以不用声明，但后定义、先调用的函数必须声明。一般为增加程序的可理解性，常将主函数放在程序开头，这样需要在主函数前对其所调用的函数一一进行声明

，以消除函数所在位置的影响。所以选择C项。

*16.* 关于new运算符的下列描述中，错误的是（）

1. 它可以用来动态创建对象和对象数组
2. 使用它创建的对象或对象数组可以使用运算符delete删除
3. 使用它创建对象时要调用构造函数
4. 使用它创建对象数组时必须指定初始值答案：D 解析：(P78)new创建的对象数组不能指定初始值，所以调用无参的构造函数，选择D项。

*17.* 已知：p是一个指向类A数据成员m的指针，A1是类A的一个对象。如果要给m赋值为5，正确的是（）

1. A1.p=5;
2. A1->p=5;
3. A1.\*p=5;
4. \*A1.p=5;

答案：C 解析：(P118)A中p是指针即地址，错误；B选项中A1不是指针不能使用指向运算符->,错误

；“\*”比“.”级别要高，所以D选项\*A1.p=5相当于(\*A1).p=5;错误。另外涉及到指向成员函数时注意以下几点：

指向成员函数的指针必须于其赋值的函数类型匹配的三个方面：(1)参数类型和个数；(2)返回类型；(3)它所属的类类型。

成员函数指针的声明：指向short型的Screen类的成员的指针定义如下： short Screen::\* ps\_Screen;

ps\_Screen可以用\_height的地址初始化如下：short Screen::\*ps\_Screen=&Screen::\_height;

类成员的指针必须总是通过特定的对象或指向改类型的对象的指针来访问。是通过使用两个指向成员操作符的指针(针对类对象和引用的.\*，以及针对指向类对象的指针的->\*)。

*18.* 以下基类中的成员函数表示纯虚函数的是（）

1. virtual void tt()=0
2. void tt(int)=0
3. virtual void tt(int)
4. virtual void tt(int){} 答案：A

解析：(P173)当在基类中不能为虚函数给出一个有意义的实现时，可以将其声明为纯虚函数，实现由派生类完成。格式：virtual<函数返回类型说明符><函数名>(<参数表>)=0;。

*19.* C++类体系中，不能被派生类继承的有（）

1. 常成员函数
2. 构造函数
3. 虚函数
4. 静态成员函数答案：B 解析：(P132)构造函数不能被继承。

*20.* 静态成员函数不能说明为（）

1. 整型函数
2. 浮点函数
3. 虚函数
4. 字符型函数

答案：C

解析：(P108)使用关键字static声明的成员函数就是静态成员函数，静态成员函数也属于整个类而不属于类中的某个对象，它是该类的所有对象共享的成员函数。

静态成员函数可以在类体内定义，也可以在类外定义。当在类外定义时，要注意不能使用 static关键字作为前缀。

由于静态成员函数在类中只有一个拷贝（副本），因此它访问对象的成员时要受到一些限制：静态成员函数可以直接访问类中说明的静态成员，但不能直接访问类中说明的非静态成员；若要访问非静态成员时，必须通过参数传递的方式得到相应的对象，再通过对象来访问。虚函数是非静态的、非内联的成员函数。静态成员函数不能被说明为虚函数。

二、填空题(本大题共20小题，每小题1分，共20分)请在每小题的空格中填上正确答案

。错填、不填均无分。

1. 假设int a=1,b=2;则表达式(++a/b)\*b--的值为\_\_\_。

答案：2

［解析］前缀＋＋或――表示先使变量值变化，再使用，这和后缀恰恰相反。但是编译 cout<<(++a/b)\*b--时，先++a/b值为1，后1\*b--，先取b＝2，结果为2，再让b＝1。

1. 抽象类中至少要有一个\_\_\_函数。

答案：(P173)纯虚

［解析］至少有一个纯虚函数的类就称为抽象类，即不能实例化。

1. 一个抽象类的派生类可以实例化的必要条件是实现了所有的\_\_\_。

答案：(P173)纯虚函数的定义

［解析］抽象类只因有纯虚函数，所以不能被实例化，所以派生类要实例化必须对纯虚函数进行定义。

1. 下面程序的输出结果为\_\_\_。

#include <iostream.h> void main()

{int num=2,i=6; do

{i--; num++;

}while(--i); cout<<num<<endl;

}

答案：5

［解析］do－while循环，前缀先使i减少1后判断是否为零，不为零时再次执行循环，为零退出循环。循环值执行3次就退出，所以结果为5。

1. 静态成员函数、友元函数、构造函数和析构函数中，不属于成员函数的是\_\_\_。

答案：(P109)友元函数

［解析］友元函数不是类成员，但可以访问类成员。类的封装性保证了数据的安全，但引入友元

，虽然访问类是方便了，但确实破坏类访问的安全性。

1. 在用C＋＋进行程序设计时，最好用\_\_\_代替malloc。

答案：(P10)new

［解析］new与delete是C++语言特有的运算符，用于动态分配和释放内存。new用于为各种数据类型分配内存，并把分配到的内存首地址赋给相应的指针。new的功能类似于malloc（）函数。使用new的格式为：

<指针变量>new<数据类型>;

其中，<数据类型>可以是基本数据类型，也可以是由基本类型派生出来的类型；<指针变量>取得分配到的内存首地址。new有3种使用形式。

1. 给单个对象申请分配内存

int \*ip;ip=new int;//ip指向1个未初始化的int型对象

1. 给单个对象申请分配内存的同时初始化该对象

int \*ip;ip=new int(68);//ip指向1个表示为68的int型对象

1. 同时给多个对象申请分配内存

int \*ip;ip=new int［5］;//ip指向5个未初始化的int型对象的首地址

for(int i=0;i<5;i++)ip［i］=5\*i+1;//给ip指向的5个对象赋值

用new申请分配内存时，不一定能申请成功。若申请失败，则返回NULL，即空指针。因此，在程序中可以通过判断new的返回值是否为0来获知系统中是否有足够的空间供用户使用。

1. 由const修饰的对象称为\_\_\_。

答案：(P113)常对象

［解析］使用const关键字说明的成员函数称为常成员函数，使用const关键字说明的对象称为常对象。

常成员函数的说明格式如下：<返回类型说明符><成员函数名>(<参数表>)const; 常成员函数不更新对象的数据成员，也不能调用该类中没有用const修饰的成员函数。常对象只能调用它的常成员函数，而不能调用其他成员函数。const关键字可以用于参与重载函数的区分。

1. 在C++程序设计中，建立继承关系倒挂的树应使用\_\_\_继承。

答案：(P138)单

［解析］一个基类可以派生多个子类，一个子类可以再派生出多个子类，这样就形成了一个倒立的树。

1. 基类的公有成员在派生类中的访问权限由\_\_\_决定。

答案：(P132)访问控制方式或继承方式

1. 不同对象可以调用相同名称的函数，但执行完全不同行为的现象称为\_\_\_。

答案：(P167)多态性

［解析］多态性的概念。虚函数是实现多态的基础，运行过程中的多态需要同时满足3个条件

：(1)类之间应满足子类型关系。(2)必须要有声明的虚函数。(3)调用虚函数操作的是指向对象的指针或者对象引用；或者是由成员函数调用虚函数（如果是在构造函数或析构函数中调用虚函数，则采用静态联编）。

1. this指针始终指向调用成员函数的\_\_\_。

答案：对象 this指针是隐藏的指针，它指向调用函数的对象。

1. 预处理命令以\_\_\_符号开头。

答案：(P183)operater

［解析］文件包含、预处理和编译都是以＃开头。

1. 类模板用来表达具有\_\_\_的模板类对象集。

答案：(P145)相同处理方法

［解析］模板特点是不同的数据具有相同的处理方法的抽象。

1. C++程序的源文件扩展名为\_\_\_。

答案：(P21)cpp

［解析］源程序\*.cpp,目标文件为\*.obj,可执行程序\*.exe。

1. 在#include命令中所包含的头文件，可以是系统定义的头文件，也可以是\_\_\_的头文件。

答案：(P7)自定义

［解析］＃include装入文件有两种方式<>和“”，一是系统的，一是自定义文件。

1. vector类中向向量尾部插入一个对象的方法是\_\_\_。

答案：(P157)push\_back

1. C++语言中如果调用函数时，需要改变实参或者返回多个值，应该采取\_\_\_方式。

答案：(P51)传地址或引用

［解析］传地址即指针，在函数中通过指针修改它指向的变量的值时，实参也就变化了。使用引用，直接修改变量的别名即引用的值，该变量也就随着变化。

1. 语句序列

ifstream infile; infile.open(“data.dat”); 的功能可用一个语句实现，这个语句是\_\_\_。

答案：(P199)ifstream infile(“data.dat”);

［解析］void ifstream::open(const char \*fname,int mode=ios::in,int access=filebuf::openprot);

ifstream::ifstream(const char \*fname,int mode=ios::in,int access=filebuf::openprot); 其中，第一个参数是用来传递文件名的；第二个参数mode的值决定文件将如何被打开；第三个参数access的值决定文件的访问方式，一般取缺省值filebuf::openprot，表示是普通文件。 mode的取值如下：(1)ios::in：打开一个文件进行读操作，而且该文件必须已经存在；(2)ios::nocreate：不建立新的文件。当文件不存在时，导致open()失败；(3)ios::noreplace：不修改原来已经存在的文件。若文件已经存在，导致open()失败；(4)ios::binary：文件以二进制方式打开，缺省时为文本文件。

1. 如果要把类B的成员函数void fun()说明为类A的友元函数，则应在类Ａ中加入语句\_\_\_。答案：(P111)friend void B::fun();

［解析］声明成员函数作为另外一个类的友元函数时，使用类作用域运算符：：。

1. 在编译指令中，宏定义使用\_\_\_指令。

答案：(P6、97)#define

［解析］静态成员是所有对象共享的特征，也就是类的特征。

三、改错题(本大题共5小题，每小题2分，共10分)下面的类定义中有一处错误，请用下横线标出错误所在行并给出修改意见。

*1.* #include <iostream>

#include <fstream> #include <string> using namespace std; class A

{public:

A(const char \*na){strcpy(name,na);} private:

char name［80］;

};

class B:public A { public:

B(const char \*nm):A(nm){} void show();

};

void B::show()

{ cout<<"name:"<<name<<endl;

} void main() { B b1("B"); b1.show();

}

答案：private:因为name如果是私有的，在派生类中无法访问，而基类没有提供成员函数来访问 name，所以更改name访问权限为公有或保护，这样对于派生类来说是透明的。

［修改］public：或protected： *2.* #include <iostream.h> void f(int \*a,int n) {int i=0,j=0; int k=0; for(;i<n/2;i++) {k=a［i］; a［i］=a［n-i-1］; a［n-i-1］=k;

}

}

void show(int a［］,int n) {for(int i=0;i<n;i++)

cout<<a［i］<<" "; cout<<endl;

} void main() {int p［5］; int i=0,n=5; for(;i<5;i++) {p［i］=i;} f(\*p,n);

show(p,n);

答案： ［修改］f(p,n);

［解析］f(\*p,n);f函数第一个参数是指针而调用时使用\*p，\*p表示p所指向的变量或对象，不是地址即不是指针。

1. #include <iostream.h> void main() {int i(3),j(8); int \* const p=&i; cout<<\*p<<endl; p=&j;

cout<<\*p<<endl;

}

答案：int \* const p=&i;在指针变量前加const表示一个常指针即地址不能变化，它指向的变量不能改变且定义时必须设置指向变量或对象的地址。

［修改］int \*p=&i;

1. #include <iostream.h> void main() {int i,\*p; i=10; \*p=i;

cout<<\*p<<endl; }

答案：\*p=i;指针即地址没有被赋值。

［修改］p=&i;

1. #include <iostream.h> class A

{private: int x,y; public:

void fun(int i,int j)

{x=i;y=j;} void show()

{cout<<x<<" "<<y<<endl;}

}; void main() {A a1; a1.fun(2); a1.show(); }

答案：void fun(int i,int j)调用时有一个参数，形参有两个，可以使第二个带默认值。

［修改］void fun(int i,int j＝0)

四、完成程序题(本大题共5小题，每小题4分，共20分) *1.* 完成下面类中成员函数的定义。

#include <iostream> #include <string> using namespace std; class str {private: char \*st; public: str(char \*a)

{set(a);

}

str & operator=(\_\_\_\_)

{delete st; set(a.st); return \*this;

}

void show(){cout<<st<<endl;}

~str(){delete st;}

void set(char \*s)//初始化st

{\_\_\_\_\_ strcpy(st,s);

}

}; void main()

{str s1("he"),s2("she"); s1.show(),s2.show(); s2=s1; s1.show(),s2.show();}

答案：str &a，st=new char［strlen(s)+1］;

［解析］对“＝”运算符进行重载，调用时s2=s1,都是对象，所以形参使用对象的引用，不要使用对象作为形参（产生临时对象）。使用strcpy进行字符的复制，st必须有一定的空间，空间是strlen(s)+1（‘＼0’作为结束符，strlen得到的长度不包括结束符）。

*2.* 一个类的头文件如下所示，num初始化值为5，程序产生对象T，且修改num为10，并使用 show()函数输出num的值10。

#include <iostream.h> class Test {private:

static int num; public:

Test(int); void show(); };

\_\_\_\_\_\_\_\_\_

Test::Test(int n) {num=n;} void Test::show() {cout<<num<<endl;} void main() {Test t(10);

\_\_\_\_\_\_\_\_\_

}

答案：int Test::num=5;，t.show();

［解析］静态成员在类外初始化，注意它的格式。调用show输出。

*3.* 下面是一个三角形三边，输出其面积C++程序，在下划线处填上正确的语句。

#include <iostream.h> #include <math.h> void area() {double a,b,c; cout<<"Input a b c:";

\_\_\_\_\_\_\_\_

if(a+b>c&&a+c>b&&c+b>a)

{double l=(a+b+c)/2;

\_\_\_\_\_\_\_

cout<<"The area is:"<<s<<endl;

} else cout<<"Error"<<endl;

} void main() {area();}

答案：cin>>a>>b>>c;，double s=sqrt(l\*(l-a)\*(l-b)\*(l-c));

［解析］输入三个边的长度，由公式得出三角形的面积double s=sqrt(l\*(l-a)\*(l-b)\*(l-c)); *4.* 下面程序中Base是抽象类。请在下面程序的横线处填上适当内容，以使程序完整,并使程序的输出为:

Der1 called!

Der2 called! #include <iostream.h> class Base {public:

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

};

class Der1:public Base {public:

void display(){cout<<"Der1 called!"<<endl;}

};

class Der2:public Base {public: void display(){cout<<"Der2 called!"<<endl;}

};

void fun(\_\_\_\_\_\_\_\_\_\_\_\_\_\_) {p->display();} void main() {Der1 b1;

Der2 b2; Base \* p=&b1; fun(p); p=&b2; fun(p);

}

答案：virtual void display()=0;，Base \*p

［解析］抽象类有纯虚函数，派生类为display。结果fun函数用指针做参数。

*5.* 下面程序中用来求数组和。请在下面程序的横线处填上适当内容，以使程序完整,并使程序的输出为:s＝150。

#include <iostream.h>

class Arr {int \*a,n; public:

Arr():a(0),n(0){}

Arr(int \*aa, int nn)

{n=nn; a=new int［n］; for(int i=0;i<nn;i++)

\*(a+i)=\*(aa+i);

}

~Arr(){delete a;}

\_\_\_\_\_\_\_\_\_\_\_\_\_；

{return \*(a+i);}

}; void main()

{int b［5］={10,20,30,40,50}; Arr a1(b,5); int i=0,s=0; \_\_\_\_\_\_\_\_\_\_\_\_\_ s+=a1.GetValue(i); cout<<"s="<<s<<endl;

}

答案：int GetValue(int i)，for(;i<5;i++)

［解析］函数调用GetValue,由此可知要定义该函数，循环求和，循环5次。

五、程序分析题(本大题共4小题，每小题5分，共20分) *1.* 给出下面程序输出结果。

#include <iostream.h> class example {int a; public:

example(int b=5){a=b++;} void print(){a=a+1;cout <<a<<"";} void print()const

{cout<<a<<endl;}

}; void main() {example x; const example y(2); x.print();

y.print();

}

答案：62

［解析］x是普通对象，调用普通的print函数；而y常对象，调用常成员函数。

*2.* 给出下面程序输出结果。

#include <iostream.h> void main() { int \*p1; int \*\*p2=&p1; int b=20; p1=&b;

cout<<\*\*p2<<endl;

}

答案：20

［解析］p1指向b，而p指向p1的地址。\*p2表示p1的地址，p1的地址就是&b，即\*p2是&b,所以 \*\*p2就是b变量的值。

*3.* 给出下面程序输出结果。

#include <iostream.h> class Base {private: int Y; public:

Base(int y=0) {Y=y;cout<<"Base("<<y<<")＼n";}

~Base() {cout<<"~Base()＼n";} void print() {cout <<Y<< "";}

};

class Derived:public Base {private: int Z; public:

Derived (int y, int z):Base(y)

{Z=z;

cout<<"Derived("<<y<<","<<z<<")＼n";

}

~Derived() {cout<<"～Derived()＼n";} void print() {Base::print(); cout<<Z<<endl;

}

}; void main() {Derived d(10,20); d.print();

}

答案：Base(10)

Derived(10,20)

10 20

～Derived()

~Base()

［解析］派生类对象，先调用基类构造函数输出Base(10)，后调用派生类构造函数输出

Derived(10,20)，后执行d.print(),调用派生类的print，再调用Base::print()输出10，后返回输出z的值20。后派生类析构，再基类析构。

*4.* 给出下面程序输出结果。

#include <iostream.h>

class A

{public:

A()

{cout<<"A 构造函数＼n";fun();}

virtual void fun()

{cout<<"A::fun() 函数＼n";}

}; class B:public A {public:

B()

{cout<<"B构造函数＼n";fun();}

void fun() {cout<<"B::fun() calle函数＼n";}

}; void main()

{B d;}

答案：A构造函数

A::fun()函数

B构造函数

B::fun()calle函数

［解析］定义派生类对象，首先调用基类构造函数，调用A类中fun()，然后调用B类的构造函数，在调用B的fun函数。

六、程序设计题(本大题共1小题，共10分)

*1.* 编写类String的构造函数、析构函数和赋值函数和测试程序。

已知类String的原型为：

#include <iostream.h> #include <string.h> class String {public:

String(const char \*str=NULL); // 普通构造函数

String(const String &other); // 拷贝构造函数

~String(); // 析构函数

String & operator=(const String &other); // 赋值函数 void show()

{cout<<m\_data<<endl;

} private:

char \*m\_data; // 用于保存字符串

};

答案：String::~String()

{delete［］m\_data;//由于m\_data是内部数据类型，也可以写成delete m\_data;

}

String::String(const char \*str)

{if(str==NULL)

{m\_data=new char［1］;//若能加NULL判断则更好

\*m\_data=＼0;

} else

{int length=strlen(str);

m\_data=new char［length+1］; //若能加NULL判断则更好 strcpy(m\_data, str);

}

}

String::String(const String &other)

{int length=strlen(other.m\_data);

m\_data=new char［length+1］;//若能加NULL判断则更好 strcpy(m\_data, other.m\_data);

}

String & String::operator=(const String &other)

{if(this==&other) return \*this; delete［］m\_data;

int length=strlen(other.m\_data);

m\_data=new char［length+1］;//若能加NULL判断则更好 strcpy(m\_data, other.m\_data); return \*this;

}

void main()

{String str1("aa"),str2; str1.show(); str2=str1; str2.show(); String str3(str2); str3.show();

10年全国自考C++程序设计模拟试卷(三)

一、单项选择题(本大题共20小题，每小题1分，共20分)在每小题列出的四个备选项中只有一个是符合题目要求的，请将其代码填写在题后的括号内。错选、多选或未选均无分。

*1.* 设有定义int i;double j＝5;，则10+i+j值的数据类型是（）

1. int
2. double
3. float
4. 不确定答案：B

解析：考察数据的转换，j是double类型，运算只能作同类型的运算，所以要转换，而int能自动转换为double类型，所以结果是double类型。

*2.* 要禁止修改指针p本身，又要禁止修改p所指向的数据，这样的指针应定义为（）

1. const char \*p=“ABCD”；
2. char \*const p=“ABCD”；
3. char const \*p=“ABCD”；
4. const char \* const p=“ABCD”；答案：D 解析：(P12)const char \*p说明禁止通过p修改所指向的数据。char \* const p则说明不能修改指针p的地址。因此const char \* const p=“ABCD”；它禁止修改指针p本身，又禁止修改p所指向的数据。

*3.* 类的构造函数被自动调用执行的情况是在定义该类的（）

1. 成员函数时
2. 数据成员时
3. 对象时
4. 友元函数时

答案：C 解析：(P75)建立对象时，自动构造函数的初始化对象，是系统自动调用的。而成员函数、友元函数，需要用户直接调用，因此选择C项。

*4.* 已知类A是类B的友元，类B是类C的友元，则（）

1. 类A一定是类C的友元
2. 类C一定是类A的友元
3. 类C的成员函数可以访问类B的对象的任何成员
4. 类A的成员函数可以访问类B的对象的任何成员答案：C

解析：(P105)友元说明方法如下： friend?<类名>;//友元类类名使用友元可以访问所有成员：

(1)友元关系不能被继承。

(2)友元关系是单向的，不具有交换性。所以，B项和D项错误。

(3)友元关系不具有传递性。所以，A项错误。

*5.* 假定一个类的构造函数为“A(int i=4, int j=0) {a=i;b=j;}”, 则执行“A x (1);”语

句后，x.a和x.b的值分别为（）

1. 1和0
2. 1和4
3. 4和0
4. 4和1 答案：A 解析：(P75)带默认的构造函数，对应实参没有值时就采用形参值。调用构造函数时，i=1,不采用默认值，而只有一个参数，j采用默认值0即j=0,因此a=1,b=0,选择A项。

*6.* 关于this指针使用说法正确的是（）

1. 保证每个对象拥有自己的数据成员，但共享处理这些数据的代码
2. 保证基类私有成员在子类中可以被访问。
3. 保证基类保护成员在子类中可以被访问。
4. 保证基类公有成员在子类中可以被访问。

答案：A 解析：(P86)this指针是隐藏的，可以使用该指针来访问调用对象中的数据。基类的成员在派生类中能否访问，与继承方式有关，与this没有关系。所以选择A项。

*7.* 所谓多态性是指 （）

1. 不同的对象调用不同名称的函数
2. 不同的对象调用相同名称的函数
3. 一个对象调用不同名称的函数
4. 一个对象调用不同名称的对象答案：B 解析：(P167)多态性有两种静态多态性和动态多态性，静态多态性是指调用同名函数，由于参数的不同调用不同的同名函数；动态多态性是指不同对象调用同名函数时，由于对象不同调用不同的同名函数。 多态性肯定具有相同的函数名，所以选择B项。

*8.* 友元关系不能（）

1. 提高程序的运行效率
2. 是类与类的关系
3. 是一个类的成员函数与另一个类的关系
4. 继承答案：D 解析：(P111)友元可以是函数与类的关系即友元函数，也可以类与类的关系即友元类，但友元不能继承，是单向性，且不具有传递性。友元可以访问类中所有成员，提高了访问的方便性。因此选择D项。

*9.* 语句ofstream f(“TEMP.DAT”,ios::app｜ios::binary)?的功能是建立流对象f，试图打开文件TEMP.DAT 并与之连接，并且（）

1. 若文件存在，将文件写指针定位于文件尾；若文件不存在，建立一个新文件
2. 若文件存在，将其置为空文件；若文件不存在，打开失败
3. 若文件存在，将文件写指针定位于文件首；若文件不存在，建立一个新文件
4. 若文件存在，打开失败；若文件不存在，建立一个新文件答案：A

解析：(P199)ios::binary，采用二进制形式，ios::app定位到文件尾部。

*10.* 构造函数不具备的特征是（）

1. 构造函数的函数名与类名相同
2. 构造函数可以重载
3. 构造函数可以设置默认参数
4. 构造函数必须指定类型说明答案：D 解析：(P75)构造函数无返回类型不能继承但可以重载，所以选择D项。

*11.* 在公有继承的情况下，基类的公有或保护成员在派生类中的访问权限（）

1. 受限制
2. 保持不变
3. 受保护
4. 不受保护

答案：B 解析：(P132)继承方式的不同派生类成员的权限也不同，采用公有继承，除了私有无法访问外

，公有、保护在派生类中保持不变，所以选择B项。

*12.* 假定一个类的构造函数为A(int aa,int bb) {a=aa--;b=a\*bb;},则执行A x(4,5)；语句后

，x.a和x.b的值分别为（）

1. 3和15
2. 5和4
3. 4和20
4. 20和5 答案：C 解析：(P75)a=4,因为后减，b的值与a、bb相关，b＝4\*5=20，而与aa没有任何关系。

*13.* C++对C语言做了很多改进，即从面向过程变成为面向对象的主要原因是（）

1. 增加了一些新的运算符
2. 允许函数重载，并允许设置缺省参数
3. 规定函数说明符必须用原型
4. 引进了类和对象的概念答案：D 解析：(P29)C++是一面向对象的语言，面向对象的特征，抽象、多态、继承和封装。

*14.* 在类中说明的成员可以使用关键字的是（）

1. public
2. extern
3. cpu
4. register

答案：A 解析：extern用于声明外部变量的。register声明寄存器类型变量。无cpu类型。它们都不能声明类成员。public声明为公有访问权限，所以选择A项。

*15.* C++语言中所有在函数中定义的变量，连同形式参数，都属于（）

1. 全局变量
2. 局部变量
3. 静态变量
4. 函数答案：B 解析：变量存储类可分为两类：全局变量和局部变量。
5. 全局变量：在函数外部定义的变量称为全局变量，其作用域为：从定义变量的位置开始到源程序结束。使用全局变量降低了程序的可理解性，软件工程学提倡尽量避免使用全局变量。
6. 局部变量：在函数内部定义的变量称为局部变量，其作用域为：从定义变量的位置开始到函数结束。局部变量包含自动变量（auto）静态变量（static）以及函数参数。形参不能是静态的。所以选择B项。

*16.* 在私有继承的情况下，基类成员在派生类中的访问权限（）

1. 受限制
2. 保持不变
3. 受保护
4. 不受保护

答案：A 解析：(P132)私有继承下，基类中的公有或保护成员在派生类中也是私有的，所以选择A选项。

*17.* 使用地址作为实参传给形参，下列说法正确的是（）

1. 实参是形参的备份
2. 实参与形参无联系
3. 形参是实参的备份
4. 实参与形参是同一对象答案：D 解析：(P51)地址作为实参，表示实参与形参代表同一个对象。如果实参是数值，形参也是普通变量，此时形参是实参的备份。所以选择D项。

*18.* C++的继承性允许派生类继承基类的（）

1. 部分特性，并允许增加新的特性或重定义基类的特性
2. 部分特性，但不允许增加新的特性或重定义基类的特性
3. 所有特性，并允许增加新的特性或重定义基类的特性
4. 所有特性，但不允许增加新的特性或重定义基类的特性答案：A 解析：(P129)派生类有两类成员：一是基类，二是自身类。派生类中的成员不能访问基类中的私有成员，可以访问基类中的公有成员和保护成员。

*19.* 对于int \*pa［5］;的描述，正确的是（）

1. pa是一个指向数组的指针，所指向的数组是5个int型元素
2. pa是一个指向某个数组中第5个元素的指针，该元素是int型变量
3. pa［5］表示某个数组的第5个元素的值
4. pa是一个具有5个元素的指针数组，每个元素是一个int型指针答案：D 解析：(P117)指针数组：数组元素都是相同类型的指针，相同类型的指针是说指针所指向的对象类型是相同的。例如，语句int \*pa［5］;定义了一个指针数组。在指针数组的定义中有两个运算符：\*和［］，运算符［］的优先级高于\*，所以\*pa［5］等价于\*(pa［5］)，pa［5］表示一个数组，而\*表示后面的对象为指针变量，合在一起\*pa［5］表示一个指针数组。该数组包含5个元素，每个元素都是指向int型的指针。所以选择D选项。

*20.* 以下基类中的成员函数表示纯虚函数的是（）

1. virtual void tt()=0
2. void tt(int)=0’
3. virtual void tt(int)
4. virtual void tt(int){} 答案：A

解析：(P173)当在基类中不能为虚函数给出一个有意义的实现时，可以将其声明为纯虚函数，实现由派生类完成。格式：virtual<函数返回类型说明符><函数名>(<参数表>)=0;。

二、填空题（本大题共20小题，每小题1分，共20分）请在每小题的空格中填上正确答案。错填、不填均无分。

1. 单目运算符作为类成员函数重载时，形参个数为\_\_\_个。

答案：(P189)0

［解析］单目运算符使用成员函数重载可以不用形参，双目运算符使用一个参数。

1. 抽象类中至少要有一个\_\_\_函数。

答案：(P173)纯虚

［解析］至少有一个纯虚函数的类就称为抽象类，即不能实例化。

1. 设类A有成员函数void f(void)；若要定义一个指向类成员函数的指针变量pf来指向f，该指针变量的声明语句是：\_\_\_。

答案：(P117)void (A::\*pf)(void)=&A::f;

［解析］void(A::\*pf)(void)=&A::f;指向成员函数的指针，它相当于两条语句

：void(A::\*pf)(void);和pf=&A::f;。

1. 执行下列程序

double a=3.1415926,b=3.14;

cout<<setprecision(5)<<a<<", "<<setprecision(5)<<b<<endl; 程序的输出结果是\_\_\_。

答案：3.1416，3.14

［解析］题目设置精度即有效数字都是5，a四舍五入是3.1416，b是3.14。

1. vector类中用于删除向量中的所有对象的方法是\_\_\_。

答案：(P151)clear()

［解析］向量的使用。返回向量中对象的方法有：front()back（）operator［］，在向量中删除对象的方法pop\_back erase clear。

1. 重载的运算符保持其原有的\_\_\_、优先级和结合性不变。

答案：(P183)操作数

［解析］运算符重载时要遵循以下规则：

(1)除了类属关系运算符“.”、成员指针运算符“.\*”、作用域运算符“::”、sizeof运算符和三目运算符“?:”以外，C++中的所有运算符都可以重载。

(2)重载运算符限制在C++语言中已有的运算符范围内的允许重载的运算符之中，不能创建新的运算符。

(3)重载之后的运算符不能改变运算符的优先级和结合性，也不能改变运算符操作数的个数及语法结构。

1. 编译时的多态性通过\_\_\_函数实现。

答案：(P165)重载

［解析］编译多态性，实现的方法主要通过函数的重载或运算符的重载。

1. 基类的公有成员在派生类中的访问权限由\_\_\_决定。

答案：(P132)访问控制方式或继承方式

1. 假设类X的对象x是类Y的成员对象，则“Y Obj”语句执行时，先调用类\_\_\_的构造函数。

答案：(P130)X

［解析］派生类中的构造函数的执行顺序，先基类后派生类。

1. 下列程序段的输出结果是\_\_\_。

cout.setf(ios::showpos);

cout<<509.3<<endl; 答案：(P193)+509.3

［解析］输入、输出格式ios::showpos用于输出数据的符号位。

1. 下列程序段的输出结果是\_\_\_。

for(i=0,j=10,k=0;i<=j;i++,j-=3,k=i+j);cout<<k; 答案：4

［解析］for循环结构,三个表达式的作用，初始化、循环判断条件和循环变量变化。循环执行了三次，k的作用是计算i、j的和。

1. C＋＋中ostream的直接基类\_\_\_。

答案：(P193)ios

［解析］istream和ostream的直接基类是ios。

1. int n=0; while（n=1）n++;

while循环执行次数是\_\_\_。

答案：无限次

［解析］＝是赋值运算符，不是关系运算符，且不等0，所以死循环。

1. C++中有两种继承：单继承和\_\_\_。

答案：(P138)多继承

［解析］单继承和多继承，多继承即有多个基类。

1. 在C++中，利用向量类模板定义一个具有10个int的向量A，其元素均被置为1，实现此操作的语句是\_\_\_。

答案：(P151)vector<int>A(10,1)

［解析］定义向量列表vector<int>A(10,1)，使用两个参数，10表示长度，1表示数值。

1. vector类中向向量尾部插入一个对象的方法是\_\_\_。

答案：(P157)push\_back

1. C++语言中如果调用函数时，需要改变实参或者返回多个值，应该采取\_\_\_方式。

答案：(P51)传地址或引用

［解析］传地址即指针，在函数中通过指针修改它指向的变量的值时，实参也就变化了。使用引用，直接修改变量的别名即引用的值，该变量也就随着变化。

1. 若函数的定义处于调用它的函数之前，则在程序开始可以省去该函数的\_\_\_语句。

答案：声明

［解析］函数使用有两部分：声明和定义。定义在前，可以无声明；但函数定义在后，调用在前的话，需要先声明函数的原型。

1. 在C++中有两种参数传递方式：传值和\_\_\_。

答案：(P51)传引用

［解析］（1）传值调用又分为数据传值调用和地址传值调用。（2）引用调用是将实参变量值传递给形参，而形参是实参变量的引用名。引用是给一个已有变量起的别名，对引用的操作就是对该引用变量的操作。

1. 将指向对象的引用作为函数的形参，形参是对象的引用，实参是 \_\_\_。答案：(P53)对象名

［解析］实参与形参类型要一致，形参是对象的引用，实参应该是对象名。三、改错题（本大题共5小题，每小题4分，共20分）

*1.* class ABC

{int a; public:

ABC(int aa)a(aa){}

};

答案：ABC(int aa)a(aa){}初始化列表格式错误。

［修改］ABC(int aa)：a(aa){} *2.* #include <iostream.h> class Aton {int X,Y; protected: int zx,zy; public:

void init(int i,int j){zx=i;zy=j;}

Aton(int i,int j,int n=0,int m=0)

{X=i,Y=j,zx=m,zy=n;

}

}; void main()

{Aton A(25,20,3,5); A.init(5,9);

cout<<A.X()<<endl; 答案：int X,Y;因为X,Y都是私有的，在类外无法直接访问。

［修改］public：int X,Y; *3.* #include <iostream.h> class Bas {public:

~Bas(){cout<<"Bas construct"<<endl;}

virtual void f()=0;

};

class Dev:public Bas {public:

~Dev(){cout<<"Bas construct"<<endl;} virtual void f(){cout<<"Dev::f"<<endl;}

}; void main()

{Bas \*a=new Bas(); Dev p; a=&p; a->f();

}

答案：［修改］Bas \*a;

［解析］Bas \*a=new Bas();抽象类不能被实例化，但可以声明指针或引用，所以不能用new，因为new产生临时对象。

*4.* 以下程序实现交换a,b变量的值，请用下横线标出错误所在行并给出修改意见。

#include <iostream.h> void swap(int &a,int &b) {a=a+b; b=a-b; a=a-b;

} void main() {int a=19,b=15;

cout<<"a="<<a<<",b="<<b<<endl; swap(&a,&b); cout<<"a="<<a<<",b="<<b<<endl; }

答案：swap(&a,&b);函数的形参是变量的引用，调用时的实参应该是地址。

［修改］swap(a, b);

*5.* #include <iostream.h> void main() {int i(3),j(8); int \* const p=&i; cout<<\*p<<endl; p=&j;

cout<<\*p<<endl;

}

答案：int \* const p=&i;在指针变量前加const表示一个常指针即地址不能变化，它指向的变量不能改变且定义时必须设置指向变量或对象的地址。

［修改］int \*p=&i;

四、完成程序题(本大题共5小题，每小题4分，共20分)

*1.* 在下面程序横线处填上适当内容，使程序执行结果为："hello, andylin"。

#include <iostream> #include <string.h> using namespace std; class mystring {public:

char \* pdata; mystring(int len)

{pdata=new char［len+1］;

}

~mystring() {delete pdata;}

void show(){cout<<pdata<<endl;}

};

void fun(mystring\*\* array,int len)

{mystring\*old=\*array;

\_\_\_\_\_\_\_;

memcpy(\*array, old, len);

} void main() {mystring str(20); mystring\*pstr=&str; mystring\*\*ppstr=&pstr; strcpy(str.pdata,"hello,andylin");

fun(ppstr, 20);

\_\_\_\_\_\_\_

}

答案：\*array=new mystring(len);，(\*\*ppstr).show();或str.show();

［解析］调用mystring类的构造函数开辟空间，后进行字符的复制。输出可以直接使用str或者使用二级指针。

*2.* 在下面程序横线处填上适当字句，完成类的定义。 class line; class box { private: int color; int upx, upy; int lowx, lowy; public: \_\_\_\_\_\_\_\_\_

void set\_color (int c){color=c;}

void define\_box (int x1, int y1, int x2, int y2)

{upx=x1;upy=y1;lowx=x2;lowy=y2;}

}; class line { private: int color; int startx, starty; int endx, endy; public:

friend int same\_color(line l,box b); void set\_color (int c) {color=c;} void define\_line (\_\_\_\_\_\_\_\_\_\_\_)

{startx=x1;starty=y1;endx=x2;endy=y2;}

};

int same\_color(line l, box b) {if (l.color==b.color) return 1; return 0;

}

答案：friend int same\_color(line l, box b );,int x1, int y1, int x2, int y2

［解析］成员函数作为友元函数的使用。使用friend关键字。由函数体可知形参的类型和个数。

*3.* 下面程序用来求直角三角形斜边长度。

#include <iostream.h> #include <math.h> class Point {private: double x,y; \_\_\_\_\_\_\_\_\_\_ public:

Point(double i=0,double j=0)

{x=i;y=j;}

Point(Point &p)

{x=p.x;y=p.y;}

}; class Line {private:

Point p1,p2;

public:

Line(Point &xp1,Point &xp2):\_\_\_\_\_\_\_\_{} double GetLength();

};

double Line::GetLength() {double dx=p2.x-p1.x; double dy=p2.y-p1.y; return sqrt(dx\*dx+dy\*dy);

} void main() { Point p1,p2(6,8); Line L1(p1,p2);

cout<<L1.GetLength()<<endl;

}

答案：friend Line;,p1(xp1),p2(xp2)

［解析］友元类的使用，定义Line是Point类的友元类，成员对象的初始化采用列表的形式。

*4.* 在下面程序的底画线处填上适当的字句，使该程序执行结果为40。

#include <iostream.h> class Test { public:

\_\_\_\_\_\_;

Test (int i=0) {x=i+x;} int Getnum()

{return Test::x+7;}

};

\_\_\_\_\_\_\_; void main() {Test test;

cout<<test.Getnum()<<endl;;

}

答案：static int x;,int Test::x=30;

［解析］从成员函数访问方式类名：：成员可知是静态成员所以static int x;从结果要对初始化为30，且在类外进行初始化， int Test::x=30;。

*5.* 在下列程序的空格处填上适当的字句，使输出为：0，2，10。

#include <iostream.h> #include <math.h> class Magic {double x; public:

Magic(double d=0.00):x(fabs(d))

{}

Magic operator+(\_\_\_\_\_\_)

{

return Magic(sqrt(x\*x+c.x\*c.x));

}

\_\_\_\_\_\_\_operator<<(ostream & stream,Magic & c)

{ stream<<c.x; return stream;

}

}; void main() {Magic ma;

cout<<ma<<", "<<Magic(2)<<", "<<ma+Magic(-6)+

Magic(-8)<<endl;

}

答案：operator+(Magic&c),friend ostream&operator

［解析］对加法进行重载，operator+(Magic & c)，是对插入符进行重载，要访问成员所以定义为友元函数，friend ostream & operator。

五、程序分析题(本大题共2小题，每小题5分,共10分) *1.* 运行程序，写出程序执行的结果。

#include <iostream.h> void main() {int a,b,c; char ch;

cin>>a>>ch>>b>>c;//从键盘上输入1.5×c×10×20,×表示一个空格

cout<<a<<endl<<ch<<endl<<b<<endl<<c<<endl;

}

答案：1

.

5

0

［解析］使用cin进行输入字符的输入的问题。1-->a,.-->ch,5-->b,空格转换为零给了c。

*2.* 给出下面程序输出结果。

#include <iostream.h>

class A

{public:

A()

{cout<<"As cons."<<endl;} virtual ~A()

{cout<<"As des."<<endl;} virtual void f() {cout<<"As f()."<<endl;}

void g()

{f();}

}; class B:public A {public:

B()

{f();cout<<"Bs cons."<<endl;}

~B()

{cout<<"Bs des."<<endl;}

}; class C:public B {public:

C()

{cout<<"Cs cons."<<endl;}

~C()

{cout<<"Cs des."<<endl;} void f()

{cout<<"Cs f()."<<endl;}

}; void main() {A \*a=new C; a->g(); delete a;

}

答案：As f().

Bs cons.

Cs cons.

Cs f().

Cs des.

Bs des. As des.

［解析］定义C类对象时要调用基类构造函数从A到B再到C，调用B的构造函数时，B类没有 f（），则指向来自A类的f（）函数。同时用基类的指针指向了派生类对象。最后析构函数的执行。

六、程序设计题（本大题共1小题，共10分） *1.* 已知交通工具类定义如下。要求：（1)实现这个类；（2）定义并实现一个小车类car，是它的公有派生类，小车本身的私有属性有载人数，小车的函数有init(设置车轮数，重量和载人数），getpassenger(获取载人数 )，print（打印车轮数，重量和载人数）。

class vehicle {protected:

int wheels;//车轮数 float weight;//重量 public:

void init(int wheels,float weight); int get\_wheels(); float get\_weight(); void print();

};

void vehicle::init(int wheels,float weight)

{this->wheels=wheels; this->weight=weight; cout<<wheels<<endl;

}

int vehicle::get\_wheels()

{return wheels;

}

float vehicle::get\_weight()

{return weight;} void vehicle::print()

{cout<<"车轮数："<<wheels<<","<<"重量："<<weight<<endl;} 答案：class car:public vehicle {private:int passengers; public:

void init(int wheels,float weight,int pass); int getpassenger(); void print();}；

void car::init(int wheels,float weight,int pass)

{vehicle::init(wheels,weight); passengers=pass;} int car::getpassenger() {return passengers;} void car::print() {vehicle::print();

cout<<"可载人数："<<passengers<<endl;

# 09年全国自考C++程序设计模拟试卷(四)

一、单项选择题(本大题共20小题，每小题1分，共20分)在每小题列出的四个备选项中只有一个是符合题目要求的，请将其代码填写在题后的括号内。错选、多选或未选均无分。

*1.* 当一个类的某个函数被说明为virtual时，该函数在该类的所有派生类中（）

1. 都是虚函数
2. 只有被重新说明时才是虚函数
3. 只有被重新说明为virtual时才是虚函数 *D.* 都不是虚函数答案：A

解析：(P170)在基类声明为virtual的函数为虚函数，在派生类中只要有相同的函数（函数名相同、返回值相同、形参类型和个数相同）即使不用virtual说明，也都是虚函数。 *2.* 要禁止修改指针p本身，又要禁止修改p所指向的数据，这样的指针应定义为（）

*A.* const char \*p=“ABCD”； *B.* char \*const p=“ABCD”；

1. char const \*p=“ABCD”；
2. const char \* const p=“ABCD”；

答案：D

解析：(P12)const char \*p说明禁止通过p修改所指向的数据。char \* const p则说明不能修改指针p的地址。因此const char \* const p=“ABCD”；它禁止修改指针p本身，又禁止修改p所指向的数据。

*3.* 函数调用func((exp1,exp2),(exp3,exp4,exp5))中所含实参的个数为（）

## A. 1 B. 2 C. 4

*D.* 5

答案：B

解析：(exp1,exp2)、(exp3,exp4,exp5)表示是两个逗号表达式，值是最后一个值，相当于两个参数。因此实参的个数是2。

*4.* 设有函数模板

template <class Q> Q Sum(Q x,Q y)

{return (x)+(y);}

则下列语句中对该函数模板错误的使用是（）

1. Sum(10,2);
2. Sum(5.0,6.7)；
3. Sum(15.2f,16.0f); *D.* Sum(“AB”,”CD”);

答案：D

解析：(P40)由Q Sum(Q x,Q y)可知形参和函数返回值都是同一种数据类型。A、B、C三项都正确

。而D项用字符串作为实参，字符串的操作与数值类型不同，要用特殊方法进行字符串的连接和运算。

*5.* 类B是类A的公有派生类，类A和类B中都定义了虚函数func(),p是一个指向类A对象的指针

，则p->A::func()将（）

1. 调用类A中的函数func()
2. 调用类B中的函数func()
3. 根据p所指的对象类型而确定调用类A中或类B中的函数func()
4. 既调用类A中函数，也调用类B中的函数答案：A 解析：(P117)指向类成员指针的使用，A::func()是明确调用A类的func函数，所以不管p指向基类或者派生类对象，都执行基类虚函数。注意p->A::func()和p->fun();进行区分。如果使用p-

>fun()，因为p指向派生类对象，由动态多态性可知要调用派生类的虚函数。

*6.* 在面向对象的程序设计中，首先在问题域中识别出若干个 （）

*A.* 函数

## B. 类

1. 文件
2. 过程答案：B 解析：(P31)面向过程的和面向对象都具有、函数、文件和过程这些概念，而面向对象程序才有类和对象的特征。所以选择B。

*7.* 已知f1和f2是同一类的两个成员函数，但f1不能直接调用f2，这说明（）

1. f1和f2都是静态函数
2. f1不是静态函数，f2是静态函数
3. f1是静态函数，f2不是静态函数
4. f1和f2都不是静态函数答案：C 解析：(P107)普通成员函数可以调用静态函数，相反静态函数不能调用普通成员函数，这与普通函数与常成员函数相同。因此选择C项。

*8.* 下列有关模板和继承的叙述正确的是 （）

1. 模板和继承都可以派生出一个类系
2. 从类系的成员看，模板类系的成员比继承类系的成员较为稳定
3. 从动态性能看， 继承类系比模板类系具有更多的动态特性
4. 相同类模板的不同实例一般没有联系，而派生类各种类之间有兄弟父子等关系答案：D 解析：(P145)类是相同类型事物的抽象，具有不同的操作。而模板是不同类型的事物，具体相同的操作的抽象。类模板的实例化后，各个对象没有任何关系。而类对象是通过派生、继承等关系的关系。

*9.* 有关C++编译指令，以下叙述正确的是（）

1. C++每行可以写多条编译指令
2. #include指令中的文件名可含有路径信息
3. C++的编译指令可以以#或//开始
4. C++中不管＃if后的常量表达式是否为真，该部分都需要编译答案：B 解析：(P96)编译指令以＃作为开头，只能一行写一条，＃if有选择进行编译，所以选择B项。

*10.* 在C++中不返回任何类型的函数应该说明为（）

1. int
2. char
3. void
4. double 答案：C 解析：无形参或无返回值都可以用void来声明，int char double分别是整型、字符型和实型。

*11.* 若Sample类中的一个成员函数说明如下：

void set(Sample& a)，则Sample& a的含义是（）

1. 指向类Sample的名为a的指针
2. a是类Sample的对象引用，用来作函数Set（）的形参
3. 将a的地址赋给变量Set
4. 变量Sample与a按位与的结果作为函数Set的参数答案：B 解析：(P53)成员函数使用对象的引用作为形参。该函数的功能是将已知对象的所有数据成员的值拷贝给相应对象的所有数据成员，不会建立临时对象，这里是对象的引用所以选择B。

*12.* 下列关于静态数据成员的描述中正确的是（）

1. 静态数据成员是类的所有对象所共有的
2. 静态数据成员要在构造函数内初始化
3. 类的每个对象有自己的静态数据成员
4. 静态数据成员不能通过类的对象调用答案：D 解析：(P107)静态成员属于类的即所有对象所共享的，只能在外部进行初始化。使用时可以使用形式有两种，类名::静态成员或者对象.静态成员。所以选择D项。

*13.* 在编译指令中，宏定义使用哪个指令（）

1. #if
2. #include
3. #define
4. #error 答案：C 解析：(P7)#if条件编译，＃include文件包含，＃error错误处理。

*14.* 类的析构函数是对一个对象进行以下哪种操作时自动调用的是（）

1. 建立
2. 撤销
3. 赋值
4. 引用答案：B 解析：(P80)删除对象或结束程序时，自动调用析构函数。

*15.* 关于new运算符的下列描述中，错误的是（）

1. 它可以用来动态创建对象和对象数组
2. 使用它创建的对象或对象数组可以使用运算符delete删除
3. 使用它创建对象时要调用构造函数
4. 使用它创建对象数组时必须指定初始值答案：D 解析：(P107)静态成员的特性是静态成员只有一个拷贝（副本），这个副本被所有属于这个类的对象共享。这种共享与全局变量或全局函数相比，既没有破坏数据隐藏的原则，又保证了安全性。静态成员表示整个类范围的信息，其声明以关键字static开始，包括静态数据成员和静态成员函数。在对静态数据成员初始化时应注意：

(1)应在类体外对静态数据成员进行初始化（静态数据成员的初始化与它的访问控制权限无关

）。

(2)静态数据成员初始化时前面不加static关键字，以免与一般静态变量或对象混淆。

(3)由于静态数据成员是类的成员，因此在初始化时必须使用作用域运算符(::)限定它所属的类。因此选择D项。

*16.* 如果类A被说明成类B的友元，则（）

1. 类B不一定是类A的友元
2. 类B的成员即类A的成员
3. 类A的成员即类B的成员
4. 类A的成员函数不得访问类B的成员答案：A 解析：(P113)友元关系不能被继承，友元关系是单向的，友元关系不具有传递性。但是友元函数不是类的成员，所以选择A项。

*17.* 假定一个类的构造函数为A(int aa,int bb){a=aa++;b=a\*++bb;}，则执行A x(4,5);语句

后，x.a和x.b的值分别为（）

1. 4和5
2. 4和20
3. 4和24
4. 20和5 答案：C 解析：(P75)执行构造函数将数据成员进行赋值，aa++是后加，先赋值a＝4，++bb,bb变量值先自加为6，再与a相乘，所以b＝24。

*18.* 下列运算符中，在C++语言中不能重载的是（）

1. \*
2. >=
3. ：：
4. / 答案：C

解析：(P186)除了类属关系运算符"."、成员指针运算符".\*"、作用域运算符"::"、sizeof运算符和三目运算符"?:"以外，C++中的所有运算符都可以重载。

*19.* C++语言建立类族是通过（）

1. 类的嵌套
2. 类的继承
3. 虚函数
4. 抽象类答案：B 解析：(P174)类族即同一个类派生出来的类，各个类是兄弟或父子关系。

*20.* 在C++语言中，数据封装要解决的问题是（）

1. 数据的规范化
2. 便于数据转换
3. 避免数据丢失
4. 防止不同模块之间数据的非法访问答案：D 解析：(P39)封装是指把对象属性和操作结合在一起，构成独立的单元，它的内部信息对外界是隐蔽的，不允许外界直接存取对象的属性，只能通过有限的接口与对象发生联系。类是数据封装的工具，对象是封装的实现。类的访问控制机制体现在类的成员中可以有公有成员、私有成员和保护成员。对于外界而言，只需要知道对象所表现的外部行为，而不必了解内部实现细节。封装体现了面向对象方法的“信息隐蔽和局部化原则”。

二、填空题(本大题共20小题，每小题1分，共20分)请在每小题的空格中填上正确答案

。错填、不填均无分。

1. 若要使用string类，需要引入的头文件是\_\_\_。

答案：(P40)string.h

［解析］编译时要将头文件引入才能使用标准库中的方法或成员。

1. 在函数前面用\_\_\_保留字修饰时，则表示该函数表为内联函数。

答案：(P59)inline

［解析］内联函数，用来提高程序运行速度。在类内部定义的函数也是内联函数。

1. 向量操作方法中\_\_\_方法返回向量中的第一个对象。

答案：(P151)front

［解析］考察向量方法的使用。front():返回向量中的第1个对象。back（）：返回向量中的最

后一个对象。operator［］(size\_type,n):返回向量中的第n＋1个对象（下标为n的向量元素

）。

1. C++派生类使用两种基本的面向对象技术：第一种称为性质约束，即对基类的性质加以限制

；第二种称为\_\_\_，即增加派生类的性质。

答案：(P129)性质扩展

［解析］派生类通过继承可以从基类中获得成员，也可以自定义成员。

1. 重载的运算符保持其原有的\_\_\_、优先级和结合性不变。

答案：(P183)操作数

［解析］运算符重载时要遵循以下规则：

(1)除了类属关系运算符“.”、成员指针运算符“.\*”、作用域运算符“::”、sizeof运算符和三目运算符“?:”以外，C++中的所有运算符都可以重载。

(2)重载运算符限制在C++语言中已有的运算符范围内的允许重载的运算符之中，不能创建新的运算符。

(3)重载之后的运算符不能改变运算符的优先级和结合性，也不能改变运算符操作数的个数及语法结构。

1. 编译时的多态性通过\_\_\_函数实现。

答案：(P165)重载

［解析］编译多态性，实现的方法主要通过函数的重载或运算符的重载。

1. 预处理语句有三种，分别是宏定义、文件包含和\_\_\_。

答案：(P7)条件编译

［解析］宏定义＃define,文件包含＃include和条件编译#if等。 *8.* 构造函数、析构函数和友元函数中，不是该类成员的是\_\_\_。

答案：(P109)友元函数

［解析］友元函数不是类成员，但可以访问类中成员。

1. 控制格式输入输出的操作中，函数\_\_\_是设置域宽的。要求给出函数名和参数类型）。

答案：(P193)setw(int)

［解析］setw(int n):用来设置n输出宽度。

1. 派生类的成员一般分为两部分，一部分是\_\_\_，另一部分是自己定义的新成员。

答案：(P127)从基类继承的成员

［解析］派生类成员一个来自继承基类成员，一个来自本身增加的成员。

1. C＋＋中ostream的直接基类\_\_\_。

答案：(P193)ios

［解析］istream和ostream的直接基类是ios。

1. vector的\_\_\_方法返回向量中的最后一个对象。

答案：(P151)back

［解析］front():返回向量中的第1个对象。back（）：返回向量中的最后一个对象。

operator［］(size\_type,n):返回向量中的第n＋1个对象（下标为n的向量元素）。

1. 执行下列代码

int i=230;

cout <<"i="<<hex <<i<<endl; 程序的输出结果为\_\_\_。

答案：(P193)i=e6

［解析］流类库中使用格式符，输出十六进制数据。

1. 在C++中有两种参数传递方式即值传递和\_\_\_传递。

答案：(P51)引用

［解析］函数参数传递有传值和传引用两种。

1. 使用new为int数组动态分配10个存储空间是\_\_\_。

答案：(P10)new int［10］;

［解析］new delete动态开辟空间和删除空间。new int［10］，注意不要写成new int（10），使用小括号只能开辟一个空间，使用10来初始化该值。 *16.* 面向对象的四个基本特性是多态性、继承性、和封装性\_\_\_。

答案：(P37)抽象

［解析］考察面向对象的四个特征。程序由一组抽象的对象组成，一组对象的共同特征抽象出类的概念，类是对象的抽象，对象是类的实例。封装即将数据和操作紧密结合提供访问的接口，外部通过接口实现访问数据，提供安全性。继承继承解决了类的扩展性。多态性不同对象调用相同的函数名，但调用不同的函数，实现不同的功能，解决了接口统一的问题。

1. 定义虚函数所用的关键字是\_\_\_。

答案：(P170)virtual

［解析］在成员函数前加virtual修饰的函数就是虚函数。但不是所有成员函数都可以定义为虚函数的。比如构造函数，不能定义虚函数。

1. 执行下列代码

cout<<“oct:”<<oct<<34; 程序的输出结果是\_\_\_。

答案：(P193)Oct:42

［解析］oct表示八进制，hex表示十六进制，但它们只能输出整型的数据。

1. 在C++中要创建一个文件输入流对象fin，同时该对象打开文件“Test.txt”用于输入，则正确的声明语句是\_\_\_。

答案：(P200)ifstream fin(“Test.txt”)；

［解析］文件操作中ifstream用于文件的输入，可以调用它的构造函数与要打开的文件进行关联

1. 如果一个派生类只有一个唯一的基类，则这样的继承关系称为\_\_\_。

答案：(P130)单一

［解析］根据派生类所拥有的基类数目不同，可以分为单继承和多继承。一个类只有一个直接基类时，称为单继承；而一个类同时有多个直接基类时，则称为多继承。

基类与派生类之间的关系如下：

(1)基类是对派生类的抽象，派生类是对基类的具体化，是基类定义的延续。

(2)派生类是基类的组合。多继承可以看作是多个单继承的简单组合。

(3)公有派生类的对象可以作为基类的对象处理。

三、改错题(本大题共5小题，每小题2分，共10分)下面的类定义中有一处错误，请用下横线标出错误所在行并给出修改意见。

1. class ABC

{int a; public:

ABC(int aa)a(aa){}

};

答案：ABC(int aa)a(aa){}初始化列表格式错误。

［修改］ABC(int aa)：a(aa){}

1. #include <iostream.h> class T

{protected:

int p;

public:

T(int m){p=m;}

}; void main() { T a(10);

cout<<a.p<<endl;

}

答案：［修改］public

［解析］protected保护类型的成员，不能在类外访问。

*3.* #include <iostream> using namespace std; class Date; class Time {public:

Time(int h,int m,int s) {hour=h,minute=m,sec=s;} void show(Date & d); private:

int hour,minute,sec;

}; class Date {public:

Date(int m,int d,int y) {month=m,day=d,year=y;} void Time::show(Date &); private:

int month,day,year;

};

void Time::show(Date & d)

{cout<<d.month <<"-"<<d.day<<"-"<<d.year<<endl; cout<<hour<<":"<<minute<<":"<<sec<<endl;

} void main() {Time t1(9,23,50); Date d1(12,20,2008);

t1.show(d1); 答案：void Time::show(Date &);成员函数作为友元函数，要加friend。［修改］friend void Time::show(Date &);

*4.* 输出最小值，有一处错误。

#include <iostream.h> class Test {int a,b; int getmin() {return (a<b?a:b);} public: int c;

void setValue(int x1,int x2,int x3)

{a=x1;b=x2;c=x3;} int GetMin(); }; int Test::GetMin() {int d=getmin(); return (d=d<c?d:c);

} void main() {Test t1; t1.setValue(34,6,2); cout<<t1.getmin ()<<endl;

}

答案：cout<<t1.getmin()<<endl;采用默认的访问权限即私有的，在外部无法访问。

［修改］cout<<t1.GetMin()<<endl;

*5.* 实现数值、字符串的交换。

#include <iostream> #include <string> using namespace std; template<class T> void Swap(T& a,T& b)

{T temp; temp=a,a=b,b=temp;

} void main() {int a=5,b=9;

char s1［］="Hello",s2［］="hi";

Swap(a,b);

Swap(s1,s2);

cout<<"a="<<a<<",b="<<b<<endl; cout<<"s1="<<s1<<",s2="<<s2<<endl;

}

答案：char s1［］="Hello",s2［］="hi";使用Swap(s1,s2)调用交换的是地址。字符指针作实参，形参值发生改变，实参也就发生变化。

［修改］char \*s1="Hello",\*s2="hi";

四、完成程序题(本大题共5小题，每小题4分，共20分) *1.* 在下划线处填上缺少的部分。

#include <iostream.h>

class A {int a,b; public:

\_\_\_\_\_；//定义构造函数，使参数i和j的默认值为0

{a=i;b=j;}//在函数体中用i初始化a，用j初始化b

}; main() {A \*p;

\_\_\_\_\_;//调用带参构造函数生成由p指向的动态对象

//使a和b成员分别被初始化为4和5

}

答案：A(int i=0,int j=0)，p=new A(4,5)

［解析］构造函数带默认参数为0，使用new运算符动态分配对象空间，同时初始对象成员值

4，5。

*2.* 在下面程序横线处填上适当内容，使程序执行结果为：

S=2

S=5

S=9

#include <iostream.h> void sum(int i) {static int s; \_\_\_\_\_\_\_\_\_;

cout<<"s="<<s<<endl;

}

void main (void) {int i; for (i=0;\_\_\_\_\_\_\_\_) sum(i);

}

答案：s=s+i+2;，i<3,i++

［解析］根据结果和调用形式，得出规律。注意静态成员能保留上次运行的结果。循环了3次，退出循环的条件。

*3.* 下面程序运行的结果是：5+10=15。

#include <iostream.h> class Test { private: int x,y; public: Test() {x=y=0;}

void Setxy(int x,int y) {\_\_\_\_\_\_}

void show(){\_\_\_\_\_\_}

}; void main() {Test ptr; ptr.Setxy(5,10); ptr.show();

}

答案：(\*this).x=x; (\*this).y=y;，cout<<x<<"+"<<y<<"="<<x+y<<endl;

［解析］形参同数据成员同名，使用this来访问。

*4.* 完成下面类中成员函数的定义。

#include <iostream.h> #include <iomanip.h>

class Arr {protected: float \*p;

int n;//数组大小（元素个数） public:

Arr(int sz=10) { n=sz; p=new float［n］;

}

~Arr(void)

{

\_\_\_\_\_\_\_\_\_

}

int Getn(void) const

{ return n; }

float & operator［］(int i)

{

\_\_\_\_\_\_\_\_

}

void Print();

};

void Arr::Print() {int i;

for(i=0;i< this->Getn();i++)

{if (i%10==0) cout << endl; cout<<setw(6)<<p［i］;

}

cout<<endl;

} void main() {Arr a(20);

for (int i=0;i<a.Getn();i++) a［i］=i\* 2;

a.Print();

}

答案：delete p;，return p［i］;

［解析］在析构函数中释放对象空间。第二个是对［］运算符的重载，函数返回类型是实型，形参i，取得下标为i的元素的值。

*5.* 请在下面程序的横线处填上适当内容，以使程序完整,并使程序的输出为:

11,10

13,12

#include <iostream.h>

class A {int a; public: A(int i=0){a=i;} int Geta(){return a;} void show(){cout<<a<<endl;}

}; class B {A a; int b; public:

B(int i,int j)\_\_\_\_\_\_\_\_\_

{}

void show(){cout<<a.Geta()<<","<<b<<endl;}

}; void main()

{B b［2］={B(10,11),B(12,13)}; for(int i=0;i<2;i++)

\_\_\_\_\_\_\_\_\_\_

}

答案：:a(j),b(i)，b［i］.show(); ［解析］在构造函数中对数据成员初始化，从结果先输出a，后b，所以对a＝j，b=i;在循环中输出成员，调用show成员。五、程序分析题(本大题共4小题，每小题5分，共20分) *1.* 给出下面程序输出结果。

#include<iostream.h>

class a {public: a(int i=10){x=i;cout<<"a:"<<x<<endl;}

int x; }; class b:public a {public:

b(int i):A(i){x=i;cout<<"b:"<<x<<", "<<a::x<<endl;} private: a A;

int x; }; void main()

{b B(5);

}

答案：a:10

a:5 b:5,10

［解析］定义对象B，先调用基类构造函数，在b构造函数中使用的是A(i)，注意大小写，不是a(i),也就是说调用基类的构造函数时没有实参值，所以采用默认值；在初始化类成员A，即 A(i)，i＝5，所以输入为a:5；最后是b类的构造函数，x=5,来自基类x＝10，输出b:5,10。

*2.* 运行程序，写出程序执行的结果。

#include<iostream.h> class Location {public: int X,Y;

void init(int initX,int initY); int GetX(); int GetY(); };

void Location::init (int initX,int initY)

{X=initX;

Y=initY;

}

int Location::GetX()

{return X; }

int Location::GetY()

{return Y; }

void display(Location& rL)

{cout<<rL.GetX()<<" "<<rL.GetY()<<＼n;

} void main()

{Location A［5］={{5,5},{3,3},{1,1},{2,2},{4,4}};

Location \*rA=A; A［3］.init(7,3); rA->init(7,8); for (int i=0;i<5;i++) display(\*(rA++));

}

答案：7 8

3 3

1 1

7 3

4 4

［解析］对象数组的使用。使用数组对象修改了A［3］元素的值，又使用指针修改指针所指向的第一个元素的值，因此修改了A［0］和A［3］元素的值。

*3.* 给出下面程序输出结果。

#include <iostream.h> int a［8］={1,2,3,4,5,6,7}; void fun(int \*pa,int n); void main() {int m=8; fun(a,m); cout<<a［7］<<endl;

}

void fun(int \*pa,int n) {for (int i=0;i<n-1;i++)

\*(pa+7)+=\*(pa+i);

}

答案：28

［解析］数组名与指针都表示地址，只是数组名是常地址，不能改变；指针是地址变量，使用时可以当数组名使用。 *4.* 给出下面程序输出结果。

#include <iostream.h>

class A {int \*a; public:

A(int x=0):a(new int(x)){} ~A() {delete a;} int getA() {return \*a;} void setA(int x) {\*a=x;}

}; void main() {A x1,x2(3);

A \*p=&x2;

(\*p).setA(x2.getA()+5); x1.setA(10+x1.getA()); cout<<x1.getA()<<""<<x2.getA()<<endl;

}

答案：108

［解析］p指向对象x2，x2.getA()+5该值为8 即x2.a＝8;10+x1.getA()为10，x1.a＝10。六、程序设计题(本大题共1小题，共10分) *1.* 已知交通工具类定义如下。要求：（1)实现这个类；（2）定义并实现一个小车类car，是它的公有派生类，小车本身的私有属性有载人数，小车的函数有init(设置车轮数，重量和载人数），getpassenger(获取载人数 )，print（打印车轮数，重量和载人数）。

class vehicle {protected:

int wheels;//车轮数 float weight;//重量 public:

void init(int wheels,float weight); int get\_wheels(); float get\_weight(); void print();

};

void vehicle::init(int wheels,float weight)

{this->wheels=wheels; this->weight=weight; cout<<wheels<<endl;

}

int vehicle::get\_wheels()

{return wheels;

}

float vehicle::get\_weight()

{return weight;} void vehicle::print()

{cout<<"车轮数："<<wheels<<","<<"重量："<<weight<<endl;} 答案：class car:public vehicle {private:int passengers; public:

void init(int wheels,float weight,int pass); int getpassenger(); void print();}；

void car::init(int wheels,float weight,int pass)

{vehicle::init(wheels,weight); passengers=pass;} int car::getpassenger() {return passengers;} void car::print() {vehicle::print();

cout<<"可载人数："<<passengers<<endl;

# 10年全国自考C++程序设计模拟试卷(五)

一、单项选择题(本大题共20小题，每小题1分，共20分)在每小题列出的四个备选项中只有一个是符合题目要求的，请将其代码填写在题后的括号内。错选、多选或未选均无分。

*1.* 静态成员函数没有（）

1. 返回值
2. this指针
3. 指针参数
4. 返回类型

答案：B 解析：(P107)静态成员函数是普通的函数前加入static,它具有函数的所有的特征：返回类型、形参，所以使用(P107)静态成员函数，指针可以作为形参，也具有返回值。静态成员是类具有的属性，不是对象的特征，而this表示的是隐藏的对象的指针，因此静态成员函数没有this 指针

。静态成员函数当在类外定义时，要注意不能使用static关键字作为前缀。由于静态成员函数在类中只有一个拷贝（副本），因此它访问对象的成员时要受到一些限制：静态成员函数可以直接访问类中说明的静态成员，但不能直接访问类中说明的非静态成员；若要访问非静态成员时，必须通过参数传递的方式得到相应的对象，再通过对象来访问。

*2.* 在类的定义中，用于为对象分配内存空间，对类的数据成员进行初始化并执行其他内部管理操作的函数是（）

1. 友元函数
2. 虚函数
3. 构造函数
4. 析构函数

答案：C 解析：(P75)定义构造函数作用就是初始化对象，而析构函数释放对象空间。虚函数用于完成多态性，友元增加访问方便性。

*3.* 所有在函数中定义的变量，都是（）

1. 全局变量
2. 局部变量
3. 静态变量
4. 寄存器变量

答案：B 解析：(P136)变量存储类可分为两类：全局变量和局部变量。

1. 全局变量：在函数外部定义的变量称为全局变量，其作用域为：从定义变量的位置开始到源程序结束。全局变量增加了函数之间数据联系的渠道，全局变量作用域内的函数，均可使用、修改该全局变量的值，但是使用全局变量降低了程序的可理解性，软件工程学提倡尽量避免使用全局变量。
2. 局部变量：在函数内部定义的变量称为局部变量，其作用域为：从定义变量的位置开始到函数结束。局部变量包含自动变量（auto）静态变量（static）以及函数参数。

auto变量意味着变量的存储空间的分配与释放是自动进行的。说明符auto可以省略。函数中的局部变量存放在栈空间。在函数开始运行时，局部变量被分配内存单元，函数结束时，局部变量释放内存单元。因此，任两个函数中的局部变量可以同名，因其占有不同的内存单元而不影响使用。这有利于实现软件开发的模块化。

static变量是定义在函数体内的变量，存放在静态存储区，不用栈空间存储，其值并不随存储空间的释放而消失。

*4.* 假定AB为一个类，则执行“AB a(2), b［3］,\*p［4］;”语句时调用该类构造函数的次数

为（）

## A. 3 B. 4 C. 5

*D.* 9

答案：B

解析：(P79)a(2)调用1次带参数的构造函数，b［3］调用3次无参数的构造函数，指针没有给它分配空间，没有调用构造函数。所以共调用构造函数的次数为4。

*5.* 如果表达式++a中的“++”是作为成员函数重载的运算符，若采用运算符函数调用格式，则可表示为（）

1. a.operator++(1)
2. operator++(a)
3. operator++(a,1)
4. a.operator++()

答案：D 解析：(P186)运算符的重载，前缀先让变量变化。调用＋＋a，等价为a.operator++(),注意无参的形式。后缀的话a++,等价于a.operator(0),带形参，形参名可省。

*6.* 已知f1和f2是同一类的两个成员函数，但f1不能直接调用f2，这说明（）

1. f1和f2都是静态函数
2. f1不是静态函数，f2是静态函数
3. f1是静态函数，f2不是静态函数
4. f1和f2都不是静态函数答案：C 解析：(P107)普通成员函数可以调用静态函数，相反静态函数不能调用普通成员函数，这与普通函数与常成员函数相同。因此选择C项。

*7.* 一个函数功能不太复杂，但要求被频繁调用，则应把它定义为 （）

1. 内联函数
2. 重载函数
3. 递归函数
4. 嵌套函数

答案：A 解析：(P59)内联函数特征代码少，频繁调用，执行效率高。重载函数解决统一接口的问题；递归是子程序调用，程序调用要耗费很多空间和时间，循环/迭代都比递归有效率得多，递归只是从形式上，逻辑比较简洁。嵌套函数即反复调用，速度较慢。所以选择A项。

*8.* 解决定义二义性问题的方法有（）

1. 只能使用作用域分辨运算符
2. 使用作用域分辨运算符或成员名限定
3. 使用作用域分辨运算符或虚基类
4. 使用成员名限定或赋值兼容规则答案：B 解析：(P139)解决二义性问题主要要两种方法：(1)赋值兼容规则；(2)虚基类。

*9.* 在main函数中可以用p.a的形式访问派生类对象p的基类成员a，其中a是（）

1. 私有继承的公有成员
2. 公有继承的私有成员
3. 公有继承的保护成员
4. 公有继承的公有成员

答案：D 解析：(P132)公有成员可以在类外访问，保护类型成员可以在派生类中访问，但不能在类外访问

，在main函数中访问，说明a是公有成员。只有公有继承时a才能是公有的，所以D项正确。

*10.* 在C++中不返回任何类型的函数应该说明为（）

1. int
2. char
3. void
4. double 答案：C 解析：无形参或无返回值都可以用void来声明，int char double分别是整型、字符型和实型。

*11.* 若Sample类中的一个成员函数说明如下：

void set(Sample& a)，则Sample& a的含义是（）

1. 指向类Sample的名为a的指针
2. a是类Sample的对象引用，用来作函数Set（）的形参
3. 将a的地址赋给变量Set
4. 变量Sample与a按位与的结果作为函数Set的参数答案：B 解析：(P53)成员函数使用对象的引用作为形参。该函数的功能是将已知对象的所有数据成员的值拷贝给相应对象的所有数据成员，不会建立临时对象，这里是对象的引用所以选择B。

*12.* 要实现动态联编必须（）

1. 通过成员名限定来调用虚函数
2. 通过对象名来调用虚函数
3. 通过派生类对象来调用虚函数
4. 通过对象指针或引用来调用虚函数答案：D 解析：(P170)通过基类指针或基类引用来调用虚函数实现动态多态性，静态多态性通过重载来实现的。所以选择D项。

*13.* 在派生类中定义虚函数时，可以与基类中相应的虚函数不同的是（）

1. 参数类型
2. 参数个数
3. 函数名称
4. 函数体答案：D 解析：(P170)虚函数在基类和派生类，具有相同的返回类型、形参类型和形参个数，而函数体可以根据不同的派生类或基类实现不同的操作，即不同函数体。

*14.* 实现两个相同类型数加法的函数模板的声明是（）

1. add(T x,T y)
2. T add(x,y)
3. T add(T x,y)
4. T add(T x,T y)

答案：D 解析：(P63)实现两个相同类型数加法结果应该和操作数具有相同类型。进行加法运算后结果也是和参数具有相同类型，需要返回值。A无返回值时要用void,B形参无类型，C形参y没有类型

，所以选择D项。

*15.* 下列不是描述类的成员函数的是（）

1. 构造函数
2. 析构函数
3. 友元函数
4. 拷贝构造函数

答案：C 解析：(P109)友元函数虽然不是成员函数但是可以访问类所有成员。构造函数、析构函数和拷贝构造函数(复制构造函数)都是类的特殊函数用于对象的创建和撤销，所以选择C项。

*16.* 继承机制的作用是（）

1. 信息隐藏
2. 数据封装
3. 定义新类
4. 数据抽象

答案：C 解析：(P40)面向对象设计中的类的特点：抽象、封装、继承和多态等，继承用于对类的扩展

，所以选择C项。

*17.* 已知：p是一个指向类A数据成员m的指针，A1是类A的一个对象。如果要给m赋值为5，正确的是（）

1. A1.p=5;
2. A1->p=5;
3. A1.\*p=5;
4. \*A1.p=5;

答案：C 解析：(P118)A中p是指针即地址，错误；B选项中A1不是指针不能使用指向运算符->,错误

；“\*”比“.”级别要高，所以D选项\*A1.p=5相当于(\*A1).p=5;错误。另外涉及到指向成员函数时注意以下几点：

指向成员函数的指针必须于其赋值的函数类型匹配的三个方面：(1)参数类型和个数；(2)返回类型；(3)它所属的类类型。

成员函数指针的声明：指向short型的Screen类的成员的指针定义如下： short Screen::\* ps\_Screen;

ps\_Screen可以用\_height的地址初始化如下：short Screen::\*ps\_Screen=&Screen::\_height;

类成员的指针必须总是通过特定的对象或指向改类型的对象的指针来访问。是通过使用两个指向成员操作符的指针(针对类对象和引用的.\*，以及针对指向类对象的指针的->\*)。

*18.* 如果采用动态多态性，要调用虚函数的是（）

1. 基类对象指针
2. 对象名
3. 基类对象
4. 派生类名

答案：A 解析：(P171)基类指针或者基类的引用调用虚函数都会产生动态多态性

*19.* 若有以下定义，则说法错误的是（） int a=100,\*p=&a;

1. 声明变量p，其中\*表示p是一个指针变量
2. 变量p经初始化，获得变量a的地址
3. 变量p只可以指向一个整型变量
4. 变量p的值为100

答案：D

解析：指针变量如同其他变量一样，在使用之前必须先声明。声明指针变量的格式为：

<类型名>\*<变量名>;

其中，<类型名>是指针变量所指向对象的类型，它可以是C++语言预定义的类型，也可以是用户自定义类型。<变量名>是用户自定义的标识符。符号\*表示<变量>是指针变量。而不是普通变量

。 \*表示指针，p是变量，p指向一个整型的变量，值为a的地址值，\*p=100。

*20.* C++语言建立类族是通过（）

1. 类的嵌套
2. 类的继承
3. 虚函数
4. 抽象类答案：B

解析：(P174)类族即同一个类派生出来的类，各个类是兄弟或父子关系。

二、填空题（本大题共20小题，每小题1分，共20分）请在每小题的空格中填上正确答案。错填、不填均无分。

1. 假设int a=1,b=2;则表达式(++a/b)\*b--的值为\_\_\_。

答案：2

［解析］前缀＋＋或――表示先使变量值变化，再使用，这和后缀恰恰相反。但是编译 cout<<(++a/b)\*b--时，先++a/b值为1，后1\*b--，先取b＝2，结果为2，再让b＝1。

1. 复制构造函数使用\_\_\_作为形式参数。

答案：(P80)对象的引用

［解析］复制构造函数使用对象的引用来初始化一个新对象,避免临时产生对象。

1. 通过C++语言中的\_\_\_机制，可以从现存类中构建其子类。

答案：(P127)继承

［解析］继承概念，从现有的类生成新类，原有的类称为父类或基类，新类又称子类或派生类或衍生类，它是对基类的扩充。

1. 静态成员函数、友元函数、构造函数和析构函数中，不属于成员函数的是\_\_\_。

答案：(P109)友元函数

［解析］友元函数不是类成员，但可以访问类成员。类的封装性保证了数据的安全，但引入友元

，虽然访问类是方便了，但确实破坏类访问的安全性。

1. 在下面的类定义中，私有成员有\_\_\_。

class Location

{int X,Y; protected:

int zeroX,zerxY; int SetZero(intzeroX, intzeroY); private:

int length,height; public:

void init(int initX,int initY); int GetX(); int GetY();

}; 答案：(P69)X,Y,length,height

1. 在C++程序设计中，建立继承关系倒挂的树应使用\_\_\_继承。

答案：(P138)单

［解析］一个基类可以派生多个子类，一个子类可以再派生出多个子类，这样就形成了一个倒立的树。

1. C++支持的两种多态性分别是\_\_\_多态性和运行多态性。

答案：(P165)静态或编译

［解析］多态性包括静态（编译时）的和动态（运行时）的动态性。

1. C++中语句const char \* const p=“hello”；所定义的指针p和它所指的内容都不能被

\_\_\_。

答案：(P12)修改

［解析］使用const修改的内容不能修改，这里同时修饰地址和值，表示地址和值都不变。

1. 在C++中，定义虚函数的关键字是\_\_\_。

答案：(P170)virtual

［解析］在普通函数前面用virtual修饰的函数，就称为虚函数。

1. 采用私有派生方式，基类的public成员在私有派生类中是\_\_\_成员。

答案：(P132)私有

1. 对赋值运算符进行重载时，应声明为\_\_\_函数。

答案：(P183)类成员

［解析］运算符重载的方法有友元或者成员函数两种途径，但是赋值运算符只能使用成员函数的方法来实现。

1. 在C++中有两种参数传递方式即值传递和\_\_\_传递。

答案：(P51)引用

［解析］函数参数传递有传值和传引用两种。

1. 预处理命令以\_\_\_符号开头。

答案：(P183)operater

［解析］文件包含、预处理和编译都是以＃开头。

1. 在构造函数和析构函数中调用虚函数时采用\_\_\_。

答案：(P167)静态联编

［解析］在析构或构造函数调用虚函数发生静态多态性。

1. C++是通过引用运算符\_\_\_来定义一个引用的。

答案：(P10)&

［解析］引用是C不具有使用方法，它表示变量的别名，在函数中使用很频繁，因为调用形式同传值调用，但修改形参实参也会相应改变的特征。

1. 如果要把类B的成员函数void fun()说明为类A的友元函数，则应在类Ａ中加入语句\_\_\_。答案：(P111)friend void B::fun();

［解析］声明成员函数作为另外一个类的友元函数时，使用类作用域运算符：：。

1. 如果要把PI声明为值为3.14159类型为双精度实数的符号常量，该声明语句是\_\_\_。

答案：(P6)const double PI(3.14159);或者const double PI＝3.14159;

［解析］使用const声明符号常量，常量和常量值可以用括号也可以赋值号。

1. 在C＋＋四个流对象中，\_\_\_用于标准屏幕输出。

答案：(P194)cout

［解析］cin、cout、cerr和clog中cin用于输入，cout用于输出，cerr、clog错误处理。

1. 执行下列代码

int a=32; double c=32; cout.setf(ios::hex); cout<<"hex:a="<<a<<",c="<<c<<endl; cout.unsetf(ios::hex); 程序的输出结果为\_\_\_。

答案：(P193)hex:a=20,c=32

［解析］用十六进制只能输出整型数据，而不能将其它类型数据转换成十六进制的数据输出。所以double类型不变仍然是32（double类型）。

1. 已知有20个元素int类型向量V1，若用V1初始化为V2向量，语句是\_\_\_。答案：(P151)ector <int>V2(V1);

［解析］采用向量初始化另一个向量的形式：vector <type> name1(name); 三、改错题（本大题共5小题，每小题4分，共20分）

*1.* #include <iostream.h> class A { private: int x; public:

A(int i){x=i;} A(){x=0;}

friend int min(A&,A&);

};

int min(A & a,A &b)

{ return (a.x>b.x)?a.x:b.x;

} void main() { A a(3),b(5); cout<<a.min(a,b)<<endl;

}

答案：cout<<a.min(a,b)<<endl;友元函数不是类成员，所以对象a不能使用a.min(a,b)这种方法。min就是一个普通的友元函数。

［修改］cout<<min(a,b)<<endl;

*2.* #include <iostream.h>

class shape {public:

virtual int area(){return 0;}

};

class rectangle:public shape {public:

int a, b;

void setLength (int x, int y) {a=x;b=y;} int area() {return a\*b;}

}; void main() {rectangle r;

r.setLength(3,5); shape s1,\*s2=&r; cout <<r.area() <<endl;

s2=s1;

cout <<s2.area()<<endl;

}

答案：shape s1,\*s2=r;指针使用错误。s是指针使用它指向对象的成员有两种方法，有下面两行可知，使用的是引用。

［修改］改为shape &s=r;

*3.* 下面的类定义中有一处错误，请用下横线标出错误所在行并给出修改意见。

#include <iostream.h> template <class T> class A {private: T x,y,s; public:

A(T a,T b)

{x=a,y=b;s=x+y;} void show()

{cout<<"x+y="<<s<<endl;

}

}; void main()

{ A <int>add(10,100);

add.show();

}

答案： ［修改］A <int>add(10,100);

［解析］A add(10,100);类模板的使用，参数实例化后生成模板类。用类模板定义对象时要指定参数类型。

1. 生成具有n个元素的动态数组。

#include <iostream.h> void main() {int n; cin>>n;

int a［n］; a［0］=2; cout<<a［0］<<endl;

}

答案：int a［n］;生成具有n个元素的动态数组，要使用new，所以int a［n］;错误。

［修改］int \*a=new int［n］;

1. #include <iostream.h> class A {int i; public: virtual void fun()=0;

A(int a)

{i=a;}

};

class B:public A {int j; public: void fun()

{cout<<"B::fun()＼n"; }

B(int m,int n=0):A(m),j(n){}

}; void main() {A \*pa; B b(7); pa=&b;

}

答案：B(int m,int n=0):A(m),j(n){}因为基类是抽象类，不能被实例化，所以在派生类中不能调用初始化基类对象。所以B(int m,int n=0):A(m),j(n){}错误，删去A(m)。

［修改］B(int m,int n=0):j(n){}

四、完成程序题(本大题共5小题，每小题4分，共20分) *1.* 在下面程序横线处填上适当字句，以使该程序执行结果为：

50 4 34 21 10

0 7.1 8.1 9.1 10.1 11.1

#include <iostream.h> template <class T> void f (\_\_\_\_\_\_\_\_\_\_) {\_\_\_\_\_\_\_\_\_\_; for (int i=0;i<n/2;i++)

t=a［i］, a［i］=a［n-1-i］, a［n-1-i］=t;

}

void main ()

{int a［5］={10,21,34,4,50}; double d［6］={11.1,10.1,9.1,8.1,7.1};

f(a,5);f(d,6); for (int i=0;i<5;i++) cout <<a［i］<< ""; cout <<endl;

for (i=0;i<6;i++)

cout << d［i］ << ""; cout << endl;

}

答案：T a［］,int n,T t=0;

［解析］不同的数据类型的调用，使用了模板。f函数增加t变量，因为实参类型不同，所以t的类型应该是T类型的。

*2.* 完成下面类中成员函数的定义。

#include <iostream.h> #include <iomanip.h>

class Arr {protected: float \*p;

int n;//数组大小（元素个数） public:

Arr(int sz=10) { n=sz; p=new float［n］;

}

~Arr(void)

{

\_\_\_\_\_\_\_\_\_

}

int Getn(void) const

{ return n;

}

float & operator［］(int i)

{

\_\_\_\_\_\_\_\_

}

void Print();

};

void Arr::Print() {int i;

for(i=0;i< this->Getn();i++)

{if (i%10==0) cout << endl; cout<<setw(6)<<p［i］;

}

cout<<endl;

} void main() {Arr a(20);

for (int i=0;i<a.Getn();i++) a［i］=i\* 2;

a.Print();

}

答案：delete p;，return p［i］;

［解析］在析构函数中释放对象空间。第二个是对［］运算符的重载，函数返回类型是实型，形参i，取得下标为i的元素的值。

*3.* 下面是一个输入半径，输出其面积和周长的C++程序，在下划线处填上正确的语句。

#include <iostream>

\_\_\_\_\_\_\_\_\_; \_\_\_\_\_\_\_\_\_; void main() {double rad; cout<<"rad="; cin>>rad; double l=2.0\*pi\*rad; double s=pi\*rad\*rad;

cout<<"＼n The long is："<<l<<endl; cout<<"The area is："<<s<<endl;}

答案：using namespace std,#define pi 3.14159

［解析］进行输入或输出要引入iostream, 所以using namespace std;从标点看没有分号，所以使用宏定义，#define pi 3.14159。

*4.* 在下划线处填上缺少的部分。

#include <iostream.h> class Samp {public: void Setij(int a,int b){i=a,j=b;}

~Samp()

{cout<<"Destroying.."<<i<<endl;} int GetMuti(){return i\*j;} protected: int i; int j; }; int main() {Samp \*p; p=new Samp［5］; if(!p)

{cout<<"Allocation error＼n"; return 1; }

for(int j=0;j<5;j++) p［j］.Setij(j,j); for(int k=0;k<5;k++)

cout<<"Muti［"<<k<<"］ is:"<<p［k］.\_\_\_\_\_\_\_\_\_\_<<endl;

\_\_\_\_\_\_\_\_\_\_ return 0;

}

答案：GetMuti()，delete［］p;

［解析］调用只有一个有返回值的成员函数，释放对象数组所占的空间。

*5.* 请在下面程序的横线处填上适当内容，以使程序完整,并使程序的输出为:

11,10

13,12

#include <iostream.h>

class A {int a; public: A(int i=0){a=i;} int Geta(){return a;} void show(){cout<<a<<endl;}

}; class B {A a; int b; public:

B(int i,int j)\_\_\_\_\_\_\_\_\_

{}

void show(){cout<<a.Geta()<<","<<b<<endl;}

}; void main()

{B b［2］={B(10,11),B(12,13)}; for(int i=0;i<2;i++)

\_\_\_\_\_\_\_\_\_\_

}

答案：:a(j),b(i)，b［i］.show();

［解析］在构造函数中对数据成员初始化，从结果先输出a，后b，所以对a＝j，b=i;在循环中输出成员，调用show成员。五、程序分析题(本大题共2小题，每小题5分,共10分) *1.* 给出下面程序输出结果。

#include <iostream.h> class Base {private: int Y; public:

Base(int y=0) {Y=y;cout<<"Base("<<y<<")＼n";}

~Base() {cout<<"~Base()＼n";} void print() {cout <<Y<< "";}

};

class Derived:public Base {private: int Z; public:

Derived (int y, int z):Base(y)

{Z=z;

cout<<"Derived("<<y<<","<<z<<")＼n";

}

~Derived() {cout<<"～Derived()＼n";} void print() {Base::print(); cout<<Z<<endl;

}

}; void main() {Derived d(10,20); d.print();

}

答案：Base(10)

Derived(10,20)

10 20

～Derived()

~Base()

［解析］派生类对象，先调用基类构造函数输出Base(10)，后调用派生类构造函数输出

Derived(10,20)，后执行d.print(),调用派生类的print，再调用Base::print()输出10，后返回输出z的值20。后派生类析构，再基类析构。

*2.* 给出下面程序输出结果。

#include <iostream.h> class test {int x; public:

test(int i=0):x(i){} virtual void fun1()

{cout << "test::x"<<x<<endl;}

};

class ft:public test

{int y; public:

void fun1(){cout <<"ft::y="<<y<<endl;} ft(int i=2):test(i),y(i){}

}; void main() { ft ft1(3); void (test::\*p)(); p=test::fun1; (ft1.\*p)();

}

答案：ft::y=3

［解析］指向函数的指针的使用，p指向fun1函数，（ft1.\*p）实际就是调用ft1对象的 fun1（）函数。

六、程序设计题（本大题共1小题，共10分）

*1.* 求n(n=3)个学生的最高分和最低分及姓名，已有student类声明和main函数，完成 student类的实现部分。

#include <iostream.h> #include <string.h> class student {char name［10］; int deg; public:

student(char na［］="",int d=0); char \* getname();

friend int compare(student &s1,student &s2); int getdeg();

}; void main()

{student st［］={student("王强",74),student("李刚",68),student("张雪",84)}; int i=0,min=0,max=0; for(i=1;i<3;i++)

{if(compare(st［max］,st［i］)==-1)

max=i;

if(compare(st［min］,st［i］)==1)

min=i;

}

cout<<"最高分："<<st［max］.getdeg()<<"姓名:"<<st［max］.getname()<<endl; cout<<"最低分:"<<(\*(st+min)).getdeg()<<"姓名:"<<st［max］.getname()<<endl; }

答案：student::student(char na［］,int d)

{strcpy(name,na); deg=d;

} char \* student::getname(){return name;} int compare(student &s1,student &s2)

{if(s1.deg>s2.deg) return 1; else if(s1.deg==s2.deg)

return 0;

else return -1;

} int student::getdeg()

{return deg;}\_\_

# 2010年全国自考C++程序设计模拟试卷(六)

一、单项选择题(本大题共20小题，每小题1分，共20分)在每小题列出的四个备选项中只有一个是符合题目要求的，请将其代码填写在题后的括号内。错选、多选或未选均无分。

*1.* 当一个类的某个函数被说明为virtual时，该函数在该类的所有派生类中（）

1. 都是虚函数
2. 只有被重新说明时才是虚函数
3. 只有被重新说明为virtual时才是虚函数
4. 都不是虚函数

答案：A 解析：(P170)在基类声明为virtual的函数为虚函数，在派生类中只要有相同的函数（函数名相同、返回值相同、形参类型和个数相同）即使不用virtual说明，也都是虚函数。

*2.* 以下基类中的成员函数表示纯虚函数的是 （）

1. virtual void vf(int)
2. void vf(int)=0
3. virtual void vf()=0
4. virtual void yf(int){}

答案：C 解析：(P173)纯虚函数是特殊的虚函数，没有函数体，形式为：virtual返回类型函数名（形参列表）＝0；因此选C项。

*3.* 下面对静态数据成员的描述中，正确的是（）

1. 静态数据成员可以在类体内进行初始化
2. 静态数据成员可以直接用类名或者对象名来调用
3. 静态数据成员不能用private控制符修饰
4. 静态数据成员不可以被类的对象调用答案：B

解析：(P107)静态成员可用类名或者对象名来调用，静态数据成员必须在类外进行初始化。静态成员可以用public、private和protected修饰。所以选B项。

*4.* 所谓数据封装就是将一组数据和与这组数据有关操作组装在一起，形成一个实体，这实体

也就是（）

## A. 类

1. 对象
2. 函数体
3. 数据块答案：A 解析：(P39)类即数据和操作的组合体，数据是类的静态特征，操作是类具有的动作。

*5.* 类B是类A的公有派生类，类A和类B中都定义了虚函数func(),p是一个指向类A对象的指针

，则p->A::func()将（）

1. 调用类A中的函数func()
2. 调用类B中的函数func()
3. 根据p所指的对象类型而确定调用类A中或类B中的函数func()
4. 既调用类A中函数，也调用类B中的函数答案：A 解析：(P117)指向类成员指针的使用，A::func()是明确调用A类的func函数，所以不管p指向基类或者派生类对象，都执行基类虚函数。注意p->A::func()和p->fun();进行区分。如果使用p-

>fun()，因为p指向派生类对象，由动态多态性可知要调用派生类的虚函数。

*6.* 在面向对象的程序设计中，首先在问题域中识别出若干个 （）

*A.* 函数

## B. 类

1. 文件
2. 过程答案：B 解析：(P31)面向过程的和面向对象都具有、函数、文件和过程这些概念，而面向对象程序才有类和对象的特征。所以选择B。

*7.* 在下列成对的表达式中，运算结果类型相同的一对是（）

1. 7.0／2.0和7.0／2
2. 5／2.0和5／2
3. 7.0／2和7／2
4. 8／2和6.0／2.0

答案：A

解析：小数默认的类型为double类型，整数除以整数结果是取整的结果。A、B、C和D项的第一项分别是double、double、double和int类型的,第二项分别是double、int、int和double类型，所以选择A项。

*8.* 下列不具有访问权限属性的是（）

1. 非类成员
2. 类成员
3. 数据成员
4. 函数成员

答案：A

解析：类成员包括成员函数和数据成员，都可以使用访问权限public、private和protected来修饰,而普通的变量不能使用访问权限来说明。

*9.* 以下有关继承的叙述正确的是 （）

1. 构造函数和析构函数都能被继承
2. 派生类是基类的组合
3. 派生类对象除了能访问自己的成员以外，不能访问基类中的所有成员
4. 基类的公有成员一定能被派生类的对象访问答案：C 解析：(P129)构造函数和析构函数不能被派生类继承，A项错误。派生类是基类的扩展，B项错。

派生类可以访问基类公有和保护类型的成员，不能访问基类私有成员。D项基类是公有的成员

，若采用私有继承，派生类对象不能直接访问。选择C项。

*10.* 下列有关模板和继承的叙述正确的是 （）

1. 模板和继承都可以派生出一个类系
2. 从类系的成员看，模板类系的成员比继承类系的成员较为稳定
3. 从动态性能看， 继承类系比模板类系具有更多的动态特性
4. 相同类模板的不同实例一般没有联系，而派生类各种类之间有兄弟父子等关系答案：D 解析：(P145)类是相同类型事物的抽象，具有不同的操作。而模板是不同类型的事物，具体相同的操作的抽象。类模板的实例化后，各个对象没有任何关系。而类对象是通过派生、继承等关系的关系。

*11.* 适宜采用inline定义函数情况是（）

1. 函数体含有循环语句
2. 函数体含有递归语句
3. 函数代码少、频繁调用
4. 函数代码多、不常调用答案：C 解析：(P59)内联函数具有程序代码少、频繁调用和执行效率高的特征，所以选择C项。

*12.* 要采用动态多态性，说法正确的是（）

1. 基类指针调用虚函数
2. 派生类对象调用虚函数
3. 基类对象调用虚函数
4. 派生类指针调用虚函数答案：A 解析：(P170)使用基类的指针或引用，由指向或引用的对象来决定调用不同类的虚函数。所以选择A。

*13.* C++类体系中，不能被派生类继承的有（）

1. 转换函数
2. 构造函数
3. 虚函数
4. 静态成员函数

答案：B 解析：(P127)构造函数不能被继承，而转换函数、虚函数和静态成员函数都可以被继承，所以选择B项。

*14.* 下列不是描述类的成员函数的是（）

1. 构造函数
2. 析构函数
3. 友元函数
4. 拷贝构造函数

答案：C 解析：(P109)构造函数、析构函数、拷贝构造函数都是特殊的成员函数，友元则不是成员函数。

所以选择C项。

*15.* 下列不能作为类的成员的是（）

1. 自身类对象的指针
2. 自身类对象
3. 自身类对象的引用
4. 另一个类的对象

答案：B 解析：类的定义，如果有自身类对象，使得循环定义，B项错误。在类中具有自身类的指针，可以实现链表的操作，当然也可以使用对象的引用。类中可以有另一个类的对象，即成员对象。所以选择B选项。

*16.* 下列不是描述类的成员函数的是（）

1. 构造函数
2. 析构函数
3. 友元函数
4. 拷贝构造函数

答案：C 解析：(P113)友元函数不是类成员，只是它可以访问类中的成员。

*17.* 关于对象概念的描述中，说法错误的是（）

1. 对象就是C语言中的结构变量
2. 对象代表着正在创建的系统中的一个实体
3. 对象是类的一个变量
4. 对象之间的信息传递是通过消息进行的答案：A 解析：(P37)A对象在C＋＋中才有，包括数据和操作两项，而C中的变量只有数据，没有操作。所以A项错误。

*18.* 派生类的构造函数的成员初始化列表中，不能包含（）

1. 基类的构造函数
2. 基类的对象初始化
3. 派生类对象的初始化
4. 派生类中一般数据成员的初始化答案：C 解析：(P130)派生类的构造函数的成员初始化，包括基类成员、基类对象成员和派生类成员。因为本身就是初始化定义的对象，在构造函数中再进行该类对象的初始化产生了循环定义，或者类中不能包括本身类的成员对象。所以选择C项。

*19.* 关于new运算符的下列描述中，错误的是（）

1. 它可以用来动态创建对象和对象数组
2. 使用它创建的对象或对象数组可以使用运算符delete删除
3. 使用它创建对象时要调用构造函数
4. 使用它创建对象数组时必须指定初始值答案：D 解析：(P78)new创建的对象数组不能指定初始值，所以调用无参的构造函数，选择D项。

*20.* 假定一个类的构造函数为A(int aa,int bb){a=aa++;b=a\*++bb;}，则执行A x(4,5);语句

后，x.a和x.b的值分别为（）

1. 4和5
2. 4和20
3. 4和24
4. 20和5 答案：C 解析：(P75)执行构造函数将数据成员进行赋值，aa++是后加，先赋值a＝4，++bb,bb变量值先自加为6，再与a相乘，所以b＝24。

二、填空题（本大题共20小题，每小题1分，共20分）请在每小题的空格中填上正确答案。错填、不填均无分。

1. 在C++中，编译指令都是以\_\_\_（符号）开始。

答案：#

C++的源程序可包括各种编译指令，以指示编译器对源代码进行编译之前先对其进行预处理。所有的编译指令都以#开始，每条指令单独占用一行，同一行不能有其他编译指令和C++语句（注释例外）

1. 在函数前面用\_\_\_保留字修饰时，则表示该函数表为内联函数。

答案：(P59)inline ［解析］内联函数，用来提高程序运行速度。在类内部定义的函数也是内联函数。

1. 执行下列程序 int a=21,j=16; cout.setf(ios::hex); cout<<a<<""; cout.unsetf(ios::hex); cout<<j<<endl;

程序的输出结果是\_\_\_。

答案：(P196)1516

［解析］a＝21以十六进制输出，j=16以十进制输出。

1. 在单继承和多继承方式中，面向对象的程序设计应尽量使用\_\_\_继承。

答案：(P138)单

［解析］多继承是单继承的扩展，且多继承易产生二义性等问题。

1. 函数模板中紧随template之后尖括号内的类型参数都要冠以保留字\_\_\_。

答案：(P145)class

［解析］类模板的使用。template <class T>,也可以引入多参数的如：template <class

T1，class T2,...，class Tn>

1. 在C＋＋中，访问指针所指向的对象的成员使用\_\_\_运算符。

答案：－>或.

［解析］使用指针访问成员有两种方法：成员运算符“.”或指向运算符“.”。

1. 定义类的动态对象数组时，系统只能够自动调用该类的\_\_\_构造函数对其进行初始化。

答案：(P80)无参

［解析］使用new创建对象数组，调用无参构造函数。

1. 局部对象和全局对象中，在同一程序中\_\_\_生存期最长。

答案：全局对象变量或对象的生命期或者作用域的不同，全局对象生命期长。

1. this指针始终指向调用成员函数的\_\_\_。

答案：对象 this指针是隐藏的指针，它指向调用函数的对象。

1. 派生类的主要用途是可以定义其基类中\_\_\_。

答案：(P127)不具有的成员

［解析］继承的特点，扩充基类，即在派生类中增加基类不具有的成员。

1. 在用class定义一个类时，数据成员和成员函数的默认访问权限是\_\_\_。

答案：(P69)private

［解析］定义类时的成员默认为私有，而结构体则是公有。

1. 使用new为int数组动态分配10个存储空间是\_\_\_。

答案：(P10)new int［10］;

［解析］new delete动态开辟空间和删除空间。new int［10］，注意不要写成new int（10），使用小括号只能开辟一个空间，使用10来初始化该值。

1. 类模板用来表达具有\_\_\_的模板类对象集。

答案：(P145)相同处理方法

［解析］模板特点是不同的数据具有相同的处理方法的抽象。

1. 如果通过同一个基类派生一系列的类，则将这些类总称为\_\_\_。

答案：(P174)类族

［解析］单继承方式派生的众多的类。

1. 面向对象的四个基本特性是多态性、继承性、和封装性\_\_\_。

答案：(P37)抽象

［解析］考察面向对象的四个特征。程序由一组抽象的对象组成，一组对象的共同特征抽象出类的概念，类是对象的抽象，对象是类的实例。封装即将数据和操作紧密结合提供访问的接口，外部通过接口实现访问数据，提供安全性。继承继承解决了类的扩展性。多态性不同对象调用相同的函数名，但调用不同的函数，实现不同的功能，解决了接口统一的问题。

1. 所有模板都是以\_\_\_关键字和一个形参表开头的。

答案：(P61)template

［解析］类模板，函数模板都要使用template这一关键字。

1. 在C++语言中，访问一个对象的成员所用的成员运算符是\_\_\_。

答案：.

［解析］成员运算符“.”，如果是指针可以使用“->”。

1. 开发一个C++语言程序的步骤通常包括编辑、\_\_\_、连接、运行和调试。

答案：(P21)编译

［解析］vc开发过程，要经过编辑、编译、连接和运行四个步骤，与其它高级语言相同。

1. 执行下列代码

string str("HelloC++"); cout<<str.substr(5，3); 程序的输出结果是\_\_\_。

答案：(P42)C++

［解析］substr取子字符串，第1个参数表示要截取子串在字符串中的位置，第2个表示取多少个字符。

1. 定义\_\_\_函数时，应在参数个数或参数类型上有所不同。

答案：(P59~60)重载

［解析］重载函数要求同名函数具有相同的功能，而只能是函数类型、参数个数或参数顺序不同

。系统将根据同名函数的这些不同之处来选择其对应的实现。三、改错题（本大题共5小题，每小题4分，共20分）

*1.* #include <iostream>

#include <fstream>

#include <string> using namespace std; class A

{public:

A(const char \*na){strcpy(name,na);} private:

char name［80］;

}; class B:public A

{ public:

B(const char \*nm):A(nm){} void show();

}; void B::show()

{ cout<<"name:"<<name<<endl;

} void main()

{ B b1("B"); b1.show();

}

答案：private:因为name如果是私有的，在派生类中无法访问，而基类没有提供成员函数来访问 name，所以更改name访问权限为公有或保护，这样对于派生类来说是透明的。

［修改］public：或protected：

*2.* 下面的程序有错误，请修改。

#include <iostream.h> class A {private: int a; public:

void func(B &);

A(int i){a=i;} }; class B {private: int b; friend void A::func(B &); public:

B(int i){b=i;} }; void A::func(B& r) {a=r.b; cout<<a<<endl;

} void main() { B bt(3); A at(10); at.func(bt);

}

答案：［修改］class B;

class A

［解析］class A类A中使用B类中的成员增加对B声明。

*3.* #include <iostream.h> class Test {private: int x,y=20; public:

Test(int i,int j){x=i,y=j;} int getx(){return x;} int gety(){return y;}

}; void main() {Test mt(10,20); cout<<mt.getx()<<endl; cout<<mt.gety()<<endl; }

答案：int x,y=20;在类内部不能对数据成员直接赋值。

［修改］int x,y;

*4.* #include <iostream.h> class A {private: int x,y; public:

void fun(int i,int j)

{x=i;y=j;}

void show()

{cout<<x<<" "<<y<<endl;}

}; void main() {A a1; a1.fun(2); a1.show(); }

答案：void fun(int i,int j)调用时有一个参数，形参有两个，可以使第二个带默认值。

［修改］void fun(int i,int j＝0) *5.* #include <iostream.h> class A {private: int x; protected: int y; public:

A(int i,int j){x=i;y=j;}

}; class B:public A {public:

B(int a,int b):A(a,b){}

void show(){cout<<x<<,<<y<<endl;}

}; void main() {B b(8,9); b.show(); }

答案：private:在基类中是私有成员，即使采用公有派生，但在派生类无法访问。

［修改］public:或protected:

四、完成程序题(本大题共5小题，每小题4分，共20分) *1.* 完成下面类中成员函数的定义。

#include <iostream.h> class vehicle {protected: int size; int speed; public:

void set(int s){speed=s;}

\_\_\_\_\_get(){return speed/10;}

};

class car:public vehicle { public: int get(){return speed;}

};

class truck:public vehicle { public: int get(){return speed/2;}

}; int max(\_\_\_\_\_\_) { if(v1.get()>v2.get())

return 1; else return 2; } void main() { truck t; car c;

t.set(160);

c.set(80);

cout<<max(t,c)<<endl;//此结果输出为2

}

答案：virtual int，vehicle &v1,vehicle &v2

［解析］在基类和派生类都有get函数，输出结果是2，只有当这两个不同类型的对象，调用不同类的get函数，才能使结果为2，这就是多态性。所以将基类get定义为虚函数。max函数使用基类对象的引用的方法来实现。 *2.* 完成下面类中成员函数的定义。

#include <iostream> #include <string> using namespace std; class str {private: char \*st; public: str(char \*a)

{set(a);

}

str & operator=(\_\_\_\_)

{delete st; set(a.st); return \*this;

}

void show(){cout<<st<<endl;}

~str(){delete st;}

void set(char \*s)//初始化st

{\_\_\_\_\_ strcpy(st,s);

}

}; void main()

{str s1("he"),s2("she"); s1.show(),s2.show(); s2=s1; s1.show(),s2.show();}

答案：str &a，st=new char［strlen(s)+1］;

［解析］对“＝”运算符进行重载，调用时s2=s1,都是对象，所以形参使用对象的引用，不要使用对象作为形参（产生临时对象）。使用strcpy进行字符的复制，st必须有一定的空间，空间是strlen(s)+1（‘＼0’作为结束符，strlen得到的长度不包括结束符）。

*3.* 下面程序段用来求三角形的面积，首先判断三边不符合组成三角形时，返回-1，符合时输出三角形面积。

#include <iostream.h> #include <math.h>

double area(double a,double b,double c)

{if(\_\_\_\_) return -1; else

{ double ar,l; l=(a+b+c)/2; ar=sqrt(l\*(l-a)\*(l-b)\*(l-c));

return ar;

} } void main() {double i=0,j=0,k=0;

cout<<"输入三角形三边：";

cin>>i>>j>>k; double s=area(i,j,k); if(s<0)

cout<<"不是三角形"<<endl; else \_\_\_\_\_\_

}

答案：a+b>c||a+c>b||b+c>a，cout<<s<<endl;

［解析］三角形组成规则：两边之和大于第三边。s<0不是三角形，是则输出s。

*4.* 在下面程序横线处填上适当内容，使程序执行结果为：

S=2

S=5

S=9

#include <iostream.h> void sum(int i) {static int s; \_\_\_\_\_\_\_\_\_;

cout<<"s="<<s<<endl;

}

void main (void) {int i; for (i=0;\_\_\_\_\_\_\_\_) sum(i);

}

答案：s=s+i+2;，i<3,i++

［解析］根据结果和调用形式，得出规律。注意静态成员能保留上次运行的结果。循环了3次，退出循环的条件。

*5.* 下面是一个三角形三边，输出其面积C++程序，在下划线处填上正确的语句。

#include <iostream.h> #include <math.h> void area() {double a,b,c; cout<<"Input a b c:";

\_\_\_\_\_\_\_\_

if(a+b>c&&a+c>b&&c+b>a)

{double l=(a+b+c)/2;

\_\_\_\_\_\_\_

cout<<"The area is:"<<s<<endl;

} else cout<<"Error"<<endl;

} void main() {area();}

答案：cin>>a>>b>>c;，double s=sqrt(l\*(l-a)\*(l-b)\*(l-c));

［解析］输入三个边的长度，由公式得出三角形的面积double s=sqrt(l\*(l-a)\*(l-b)\*(l-c)); 五、程序分析题(本大题共2小题，每小题5分,共10分) *1.* 给出下面程序输出结果。

#include <iostream.h> class example {int a; public:

example(int b=5){a=b++;} void print(){a=a+1;cout <<a<<"";} void print()const

{cout<<a<<endl;}

}; void main() {example x; const example y(2); x.print();

y.print();

}

答案：62

［解析］x是普通对象，调用普通的print函数；而y常对象，调用常成员函数。

*2.* 给出下面程序输出结果。

#include <iostream.h>

class A

{public:

A()

{cout<<"A 构造函数＼n";fun();}

virtual void fun()

{cout<<"A::fun() 函数＼n";}

}; class B:public A {public:

B()

{cout<<"B构造函数＼n";fun();}

void fun() {cout<<"B::fun() calle函数＼n";}

}; void main()

{B d;}

答案：A构造函数

A::fun()函数

B构造函数

B::fun()calle函数

［解析］定义派生类对象，首先调用基类构造函数，调用A类中fun()，然后调用B类的构造函数，在调用B的fun函数。

六、程序设计题（本大题共1小题，共10分）

*1.* 写一个程序，定义一个抽象类Shape,由它派生3个类：Square(正方形)、Trapezoid（梯形）和Triangle三角形。用虚函数分别计算几种图形面积、并求它们的和。要求用基类指针数组，使它每一个元素指向一个派生类对象。

#include <iostream.h> class Shape {public: virtual double area()const=0;

}; 答案：class Square:public Shape {public:

Square(double s):side(s){} double area() const{return side\*side;} private: double side;

};

class Trapezoid:public Shape {public:

Trapezoid(double i,double j,double k):a(i),b(j),h(k)

{}

double area() const{return ((a+b)\*h/2);} private:

double a,b,h;

};

class Triangle:public Shape {public:

Triangle(double i,double j):w(i),h(j)

{}

double area() const{return(w\*h/2);} private: double w,h; }; void main() {Shape \*p［5］;

Square se(5);

Trapezoid td(2,5,4); Triangle te(5,8); p［0］=&se; p［1］=&td; p［2］=&te; double da=0; for(int i=0;i<3;i++) {da+=p［i］->area();}

cout<<"总面积是："<<da<<endl;

}\_\_
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**C++程序设计试题**

**课程代码：04737**

**一、单项选择题(本大题共20小题，每小题1分,共20分)**

**在每小题列出的四个备选项中只有一个是符合题目要求的，请将其代码填写在题后的括号内。错选、多选或未选均无分。**

1.在哪种派生方式中，派生类可以访问基类中的protected成员( B )

A.public和private B.public和protected

C.protected和private D.仅protected

2.对C++语言和C语言的兼容性，描述正确的是( A )

A.C++兼容C B.C++部分兼容C

C.C++不兼容C D.C兼容C++

3.在C++中使用流进行输入输出，其中用于屏幕输出的对象是( C )

A.cerr B.cin

C.cout D.cfile

4.对使用关键字new所开辟的动态存储空间，释放时必须使用( C )

A.free B.create

C.delete D.realse

5.如没有使用private关键字定义类的数据成员，则默认为( A )

A.private B.public

C.protected D.friend

6.使用值传递方式将实参传给形参，下列说法正确的是( A )

A.形参是实参的备份 B.实参是形参的备份

C.形参和实参是同一对象 D.形参和实参无联系

7.在函数调用时，如某一默认参数要指明一个特定值，则有( A )

A.其之前所有参数都必须赋值 B.其之后所有参数都必须赋值

C.其前、后所有参数都必须赋值 D.其前、后所有参数都不必赋值

8.设存在函数int max(int，int)返回两参数中较大值，若求22，59，70三者中最大值，下列表达式不正确的是( C )

A.int m=max(22，max(59，70))； B.int m=max(max(22，59)，70)；

C.int m=max(22，59，70)； D.int m=max(59，max(22，70))；

9.下列哪个类型函数不适合声明为内联函数( A )

A.函数体语句较多 B.函数体语句较少

C.函数执行时间较短 D.函数执行时间过长

10.int Func(int，int)；不可与下列哪个函数构成重载( B )

A.int Func(int，int，int)；

C.double Func(double，double)； B.double Func(int，int)； D.double Func(int，double)；

11.对类中声明的变量，下列描述中正确的是( C )

A.属于全局变量

B.只属于该类

C.属于该类，某些情况下也可被该类不同实例所共享

D.任何情况下都可被该类所有实例共享

12.类的私有成员可在何处访问( D )

A.通过子类的对象访问 B.本类及子类的成员函数中

C.通过该类对象访问 D.本类的成员函数中

13.如果没有为一个类定义任何构造函数的情况下，下列描述正确的是( A )

A.编译器总是自动创建一个不带参数的构造函数

B.这个类没有构造函数

C.这个类不需要构造函数

D.该类不能通过编译

14.一个类可包含析构函数的个数是( B )

A.0个 B.1个

C.至少一个 D.0个或多个

15.this指针存在的目的是( B )

A.保证基类公有成员在子类中可以被访问

B.保证每个对象拥有自己的数据成员，但共享处理这些数据成员的代码

C.保证基类保护成员在子类中可以被访问

D.保证基类私有成员在子类中可以被访问

16.下列关于类的权限的描述错误的是( A )

A.类本身的成员函数只能访问自身的私有成员

B.类的对象只能访问该类的公有成员

C.普通函数不能直接访问类的公有成员，必须通过对象访问

D.一个类可以将另一个类的对象作为成员

17.在编译指令中，宏定义使用哪个指令( B )

A.#include B.#define

C.#if D.#else

18.设类A将其它类对象作为成员，则建立A类对象时，下列描述正确的是( B )

A.A类构造函数先执行 B.成员构造函数先执行

C.两者并行执行 D.不能确定

19.下列描述错误的是( A )

A.在创建对象前，静态成员不存在

B.静态成员是类的成员

C.静态成员不能是虚函数

D.静态成员函数不能直接访问非静态成员

20.对于友元描述正确的是( B )

A.友元是本类的成员函数

C.友元不是函数 B.友元不是本类的成员函数 D.友元不能访问本类私有成员

**二、填空题(本大题共20小题，每小题1分，共20分)**

请在每小题的空格中填上正确答案。错填、不填均无分。

21.设要把一个文件输出流对象myFile与文件“f：＼myText.txt”相关联，所用的C++语句是：myFile.open(“f：＼myText.txt”);\_。

22.C++中ostream类的直接基类是\_\_ios类\_\_\_。

23.运算符[ ]只能用\_\_\_\_类\_\_\_\_运算符来重载，不能用友元运算符来重载。

24.定义虚函数所用的关键字是\_\_\_virtual\_\_\_\_。

25.vector类中用于返回向量中第1个对象的方法是\_\_\_\_front()\_\_\_。

26.在C++中，利用向量类模板定义一个具有20个char的向量E，其元素均被置为字符 ‘t’，实现此操作的语句是\_veclor<char>E(20,’t’);\_。

27.类的继承是指子类继承基类的\_数据成员\_\_和成员函数。

28.不同对象可以调用相同名称的函数，但可导致完全不同的行为的现象称为\_多态性\_\_\_。

29.\_\_#include\_指令指示编译器将一个源文件嵌入到带该指令的源文件之中。

30.设类A有成员函数

void Fun(void)；

要定义一个指向类成员函数的指针变量pafn来指向Fun，该指针变量的声明语句是\_void(A::\*pafn)(void);\_\_。

31.设在程序中使用如下语句申请了一个对象数组：

Point\*ptr=new Point[2]；

则在需要释放ptr指向的动态数组对象时，所使用的语句是\_\_delete[ ]ptr\_\_\_。

32.在保护派生中，基类权限为Private的成员在派生类中\_\_\_不可访问\_\_\_。

33.类A有如下成员函数

int A：：fun(double x){return(int)x／2；}

int A：：fun(int x){return X \* 2；}

设a为类A的对象，在主函数中有int s=a.fun(6.0)+a.fun(2)，则执行该语句后，s值为\_\_\_\_7\_\_\_\_。

34.对象传送的消息一般由3部分组成：接收对象名、调用操作名和\_\_\_\_必要的参数\_\_\_。

35.将指向对象的指针作为函数参数，形参是对象指针，实参是对象的\_\_地址值\_\_\_\_\_\_\_。

36.在使用string类的find成员函数来检索主串中是否含有指定的子串时，若在主串中不 含指定的子串，find

函数的返回值是\_\_\_-1\_\_\_\_\_。

37.在C++中，声明布尔类型变量所用的关键字是\_\_\_bool\_\_\_\_\_。

38.执行下列代码

int a=29，b=100；

cout<<setw(3)<<a<<b<<endl；

程序的输出结果是：\_\_29100\_\_\_\_。

39.执行下列代码

cout<<"Hex:"<<hex<<255；

程序的输出结果为\_\_Hex：ff\_\_\_\_。

40.C++语言中可以实现输出一个换行符并刷新流功能的操控符是\_\_\_endl\_\_\_\_\_\_。

**三、改错题(本大题共5小题，每小题2分，共10分)下面的类定义中有一处错误,请用下横线标出错误所在行并指出错误原因。**

41.#include<iostream.h>

main(){

int x=5，y=6；

const int\*p=&x;

\*p=y;

cout<<\*p<<endl;

}

答案：\*p=y;指向常量的指针p不能进行左值操作

42.#include<iostream.h>

class f{

private：int x，y；

public：fl(){x=0；y=0；}

print(){cout<<x<<〃<<y<<endl；}

}

main(){

f a；

a.fl(1，1)；

a.print()；

}

答案：a.fl(1，1)；fl( )调用时实参与形参数量不一致

43.#include<iostream.h>

class f{

private：int x=0，y=0；

public：void fl(int a，int b){x=a；y=b；}

void get(){cout<<x<<'，'<<y<<endl；}

}；

main(){

f a；

a.fl(1，3)；

a.get()；

}

答案：private：int x=0，y=0；数据成员声明时不允许直接赋值

44.#include<iostream.h>

class point{private：float x；

public：void f(float a){x=a；}

void f(){x=0；}

friend float max(point& a，point& b)；

}；

float max(point& a，point& b)

{return(a.x>b.x)?a.x：b.x；}

main(){

point a，b；

a.f(2.2)；b.f(3.3)；

cout<<a.max(a，b)；

}

答案：cout<<a.max(a,b);max( )不是类的成员函数，不能用啊，max( )方式调用

45.#include<iostream.h>

template<class T>

class f{

private：T x，y；

public：void fl(T a，T b){x=a；y=b；}

T max(){return(x>y)?x：y；}

}；

main(){

f a；

a.fl(1.5，3.8)；

cout<<a.x<<a.y<<a.max()<<endl；

} 答案：cout<<a.x<<a.y<<a.max()<<endl；x,y是私有类型，不能在主函数中直接使用

**四、完成程序题(本大题共5小题，每小题4分，共20分)**

46.完成下面类中的成员函数的定义。

class point

{

private：

int m，n；

public：

point(int，int)；

point(point&)；

}；

point：：point(int a，int b)

{

m=a：

\_\_\_\_n\_\_\_\_\_=b；

}

point：：point(\_\_point & t\_\_\_\_\_\_\_)

{

m=t.m；

n=t.n；

}

47.下面是一个输入半径，输出其面积和周长的C++程序，在下划线处填上正确的语句。 #include<iostream>

using namespace std；

\_complex& a pi=3.14159；

void main()

{

double r；

cout<<"r="；

\_cin>>r\_\_\_；

double l=2.0\*pi\*r；

double s=pi\*r\*r；

cout<<"＼n The long is："<<l<<endl；

cout<<"The area is："<<s<<endl;

}

48.在下划线处填上缺少的部分。

#include<iostream>

#include<fstream>

using namespace std；

class complex

{

public：

int real；

int imag；

complex(int r=0，int i=O)

{

real=r；

imag=i；

}

}；

complex operator+(\_complex& a\_\_\_，complex& b) {

int r=a.real+b.real；

int i=a.imag+b.imag；

return\_comple(r,i)\_\_\_\_；

}

void main()

{

complex x(1，2)，y(3，4)，z；

z=x+y；

cout<<z.real<<"+"<<z.imag<<"i"<<endl；

}

49.程序的输出结果如下：

1，9

50，30

请根据输出数据在下面程序中的下划线处填写正确的语句。 源程序如下：

#include<iostream>

using namespace std；

class base

{

private：

int m；

public：

base(){}；

base(int a)：m(a){}

int get(){return m；}

void set(int a){m=a；}

}；

void main()

{

base\*ptr=new base[2]；

ptr->set(30)；

ptr= \_ptr+1\_\_；

ptr->set(50)；

base a[2]={1，9}；

cout<<a[0].get()<<"，"<<a[1].get()<<endl；

cout<<ptr->get()<<"，"；

ptr=ptr-1；

cout<<\_ptr->get()\_<<endl；

delete[]ptr；

}

50.在下面横线处填上求两个浮点数之差的cha函数的原型声明、调用方法。 #include<iostream>

using namespace std；

void main()

{

float a，b；

\_float cha(float, float);\_／／函数cha的原型声明

a=12.5；

b=6.5；

float c=\_\_\_cha(a,b)\_\_\_\_\_\_\_\_； ／／调用函数cha

cout<<c<<endl;

}

float cha(float x，float y)

{

float w；

w=x-y；

return w；

}

五、程序分析题(本大题共4小题，每小题5分，共20分)

51.给出下面程序的输出结果。

#include<iostream.h>

template<class T>

class Sample

{

T n；

public：

Sample(T i){n=i；}

int operator==(Sample&)；

}；

template<class T>

int Sample<T>：：operator==(Sample＆s)

{

if(n==s.n)

return 1；

else

return 0；

}

void main()

{

Sample<int>sl(2)，s2(3)；

cout<<"sl与s2的数据成员"<<(sl==s2?"相等"："不相等")<<endl； Sample<double>s3(2.5)，s4(2.5)；

cout<<"s3与s4的数据成员"<<(s3==s4?"相等"："不相等")<<endl； }

52.给出下面程序的输出结果。

#include<iostream>

using namespace std；

template<class T>

T max(T ml，T m2)

{return(ml>m2)?ml：m2；}

void main() {

cout<<max(1，7)<< "＼t"<<max(2.0，5.0)<<endl；

cout<<max(‘y'，‘b')<< "＼t"<<max("A"，"a")<<endl； }

53.给出下面程序的输出结果

#include<iostream>

using namespace std；

class A {

public：

int x；

A(){}

A(int a){x=a；}

int get(int a){return x+a；} }；

void main() {

A a(8)；

int(A：：\*p)(int)；

p=A：：get;

cout<<(a.\*p)(5)<<endl；

A\*pi=＆a;

cout<<(pi->\*p)(7)<<endl； }

答案：7 5

y a

54.给出下面程序的输出结果。

include<iostream>

#include<string>

using namespace std；

class Book {

char\*title；

char\*author;

int numsold;

public：

Book(){}

Book(const char\*strl，const char\*str2，const int num) {

int len=strlen(strl)；

title=new char[1en+1]；

strcpy(title，strl)；

len=strlen(str2)；

author=new char[1en+1]；

strcpy(author，str2)；

numsold=num； }

void sethook(const char \* strl，const char \* str2，const int num) { int len=strlen(strl)；

title=new char[1en+1]；

strcpy(title，strl)；

len=strlen(str2)；

author=new char[1en+1]；

strcpy(author，str2)；

numsold=num；

}

～Book() {

delete title；

delete author；

}

void print(ostream& output) {

output<<"书名："<<title<<endl；

output<<"作者："<<author<<endl；

output<<"月销售量："<<numsold<<endl；

}

}；

void main() {

Book objl("数据结构"，"严蔚敏"，200)，obj2；

objl.print(cout)；

obj2.setbook("C++语言程序设计"，"李春葆"，210)；

obj2.print(cout)；

}

答案：书名：数据结构

作者：严蔚敏

月销售量：200

书名：C++语言程序设计

作者：李春葆

月销售量：210

六、程序设计题(本大题共l小题，共10分)

55.在三角形类TRI实现两个函数，功能是输入三个顶点坐标判断是否构成三角形

#include<iostream.h>

#include<math.h>

class point{

private：float x，y；

public：point(float a，float b){x=a；y=b；}

point(){x=O；y=O；}

void set(float a，float b){x=a；y=b；}

float getx(){return x；}

float gety(){return y；}

}；

class tri{

point x，y，z；

float sl，s2，s3；

public:....settri(....)；／／用于输入三个顶点坐标

....test(....)；／／用于判断是否构成三角形

}；请写出两个函数的过程(如果需要形式参数，请给出形参类型和数量，以及返回值

类型)

答案：

Void tri::test(){

Sl=sqrt((x.getx()-y.getx())\*(x.getx()-y.getx())+(x.gety()-y.gety())\*(x.gety()-y.gety()) S2= sqrt((x.getx()-z.getx())\*(x.getx()-z.getx())+(x.gety()-z.gety())\*(x.gety()-z.gety()) S3= sqrt((y.getx()-z.getx())\*(y.getx()-z.getx())+(y.gety()-z.gety())\*(y.gety()-z.gety()) If(s1 = = s2+s3｜｜s2 = = s1+s3｜｜s3 = = s1+s2)

Cout<<”三个顶点坐标不能构成三角形”;

Else cout<<”三个顶点坐标不能构成三角形”; }

Void tri::test(float x1, float y1, float x2, float y2, float x3, float y3)

{x.set(x1,y1); y.set(x2,y2); z.set(x3,y3)}

# 全国2012年10月自学考试C++程序设计试题

## 课程代码：04737

## 选择题部分

一、单项选择题(本大题共20小题，每小题1分，共20分)

在每小题列出的四个备选项中只有一个是符合题目要求的，请将其选出并将“答题纸”的相应代码涂黑。错涂、多涂或未涂均无分。

1.使用下列哪一限定符可强制改变访问方式

A.const B.short

C.1ong D.signed

2.下列表达式，哪一是声明P为指向常量的指针

A.const int \*p B.int\* const p；

C.const int \*const p D.int \*p

3.运算符：：叫做

A.下标运算符 B.自增运算符

C.成员访问运算符 D.作用域运算符

4.如果为一个类定义了自己的构造函数，下列描述正确的是

A.系统不再提供默认构造函数，但提供其他构造函数

B.系统提供其他非默认构造函数

C.系统不再提供默认构造函数

D.系统仍提供默认构造函数

5.对于类中的成员，使用protected修饰，表明该成员的访问权限是

A.公有的 B.私有的

C.保护的 D.不可见的

6.类不是内存中的物理实体，只有当使用类产生对象时，才进行内存分配，这种对象建

立的过程称为

A.程序化 B.结构化

C.过程化 D.实例化

7.下列关于类的权限描述错误的是

A.类本身的成员函数可以访问自己定义的任何成员

B.类的对象只能访问公有成员

C.普通函数只能通过对象访问类的公有成员

D.一个类不能包含另一个类的对象作为成员

8.在派生中，访问控制方式没有下列哪种

A.publish B.public

C.protected D.private

9.采用重载函数的目的是

A.实现共享 B.减少空间

C.提高速度 D.使用方便，提高可读性

10.设类A中包含若干其他类的对象作为成员，则在定义类A的构造函数时，应使用下列哪个符号将A：：A(参数表)与成员初始化列表隔开

A.， B.；

C.： D..

11.设存在数组a，其长度为Len，则下列哪个泛型算法用于对a进行升幂排序

A.reverse(a，a+Len)； B.sort(a，a+Len)；

C.find(a，a+Len，value)； D.copy(a，a+Len，b)；

l2.函数int sum(int a=10，int b=15，int c=25)；不可与下列哪个函数同时声明

A.int sum(int，int，int，int) B.int sum(int，int，int)

C.int sum(double) D.int sum(double，double，double)；

13.对函数int saveName(char \* first，char \* sec=" "，char \* thd=" ")下列调用方法不正确的是

A.int s=saveName("1"，"2"，"3")； B.int s=saveName("1"，"2")；

C.int s=saveName("1")； D.int s=saveName("1"，，"3")；

14.下列哪个不是函数重载需要满足的条件

A.返回值类型不同 B.参数个数不同

C.参数个数相同时，参数类型不同 D.函数名相同

15.关于对象性质，下列描述错误的是

A.同一类对象之间不可相互赋值

B.可以使用对象数组

C.对象可以用作函数参数

D.一个对象可以用作另一个类的成员

16.可用作C++语言用户标识符的一组标识符是

A.void，define，+WORD B.a3\_b3，\_123，YN

C.for，-abc，Case D.2a，DO，sizeof

1 7.设函数int& index(int a，int i)返回数组a中下标为i的元素，如果在整型数组int array[]={1，2，3}，在执行index(array，1)+=3后，array中各元素值为

A.{4，2，3} B.{1，5，3}

C.{1，2，6} D.{4，5，6}

1 8.对指针动态分配空间用的关键字是

A.define B.int

C.new D.float

19.一个函数功能不太复杂，但要求被频繁调用，应选用

A.内联函数 B.重载函数

C.递归函数 D.嵌套函数

20.在int a=3，\*p=＆a；中，\*p的值是

A.变量a的地址值 B.无意义

C.变量p的地址值 D.3

非选择题部分

注意事项：

用黑色字迹的签字笔或钢笔将答案写在答题纸上，不能答在试题卷上。

二、填空题(本大题共20小题，每小题1分，共20分)

21.默认参数是在\_\_\_\_\_\_中说明的，默认参数可以多于1个，但是必须放在参数序列的后部。

22.类所声明的内容用\_\_\_\_\_\_括起来，之间的内容称为类体。

23.执行代码double pi=3.141592；cout<<pi；程序的输出结果是\_\_\_\_\_\_。

24.在文件输入流类中，用于判断提取操作是否已达到文件尾的方法是\_\_\_\_\_\_。

25.常量成员包括常量数据成员，静态常数成员，和\_\_\_\_\_\_。

26.通过C++语言中的\_\_\_\_\_\_机制，可以从现存类中构建其子类。

27.如果一个函数直接或间接地调用自身，这样的调用称为\_\_\_\_\_\_调用。

28.使用C++编译器对C++源程序进行编译产生文件的扩展名是\_\_\_\_\_\_。

29.C++的类成员由数据成员和\_\_\_\_\_\_组成。

30.C++面向对象程序设计的特点为：抽象，封装，继承和\_\_\_\_\_\_。

31.C++标准库string类中用于在主串中检索所需字符串的成员函数是\_\_\_\_\_\_。

32.C++中函数参数有两种传递方式：传值和\_\_\_\_\_\_。

33.在删除一个动态对象时，将自动调用该动态对象所属类的\_\_\_\_\_\_函数。

34.在C++当中，类外的函数只能通过类的对象使用该类的\_\_\_\_\_\_。

35.简单成员函数是指声明中不含const，volatile，\_\_\_\_\_\_关键字的函数。

36.执行cout<<char(*'*a*'*+2)<<endl；后的显示结果为\_\_\_\_\_\_。

37.假定类A有一个公有属性的静态数据成员b，在类外不通过对象名访问b的写法是\_\_\_\_\_\_。

38.拷贝构造函数使用\_\_\_\_\_\_作为参数初始化创建中的对象。

39.一旦基类定义了虚函数，该基类的派生类中的\_\_\_\_\_\_也自动成为虚函数。

40.在C++类中，有一种类不能生成对象只能被继承，称之为\_\_\_\_\_\_。

三、改错题(本大题共5小题，每小题4分，共20分)

下面的类定义中有一处错误，请写出错误所在行并给出修改意见。

41.#include<iostream.h>

template<class T>

T minx(T x，T y){

if(x>y)

x=y；

return x；

}

void main()

{

int a；

double d；

cout<<minx(a，d)<<endl；

}

42.#include<iostream.h>

class People{

public：

void People(){}

const int age()const{return 15；}

char \* name(){return"Green"；}

} ；

void main()

{

const People s；

int i=s.age()；

cout<<"age="<<i<endl；

}

43.#include<iostream.h>

class A{

public：void show(){cout<<"class A show"<<endl；}

} ；

class B{

public：void show(){cout<<"class B show"<<endl；}

} ；

class C：public A，public B{

public：void print(){cout<<"class C print"<<endl；}

} ；

void main(){

C c；

c.show()；

c.print()；

}

44.#include<iostream.h>

class Student{

int x=0，y=0；

public：

Student(){

x=1；

y=l；

}

Student(int a，int b){

x=a；

y=b；

}

void get(){

cout<<x<<" "<<y<<endl;

}

} ；

int main(){

Student student(5，6)；

student.get()；

}

45.#include <iostream.h>

class Base{

public：virtual void fun()=0；

} ；

class Test：public Base{

public：virtual void fun(){cout<<"Test.fun="<<endl；}

} ；

void main(){

Base a；

Test \*p；p=＆a；

}

四、完成程序题(本大题共5小题，每小题4分，共20分)

46.在下面程序横线处填上适当内容，使程序执行结果为：40：15

程序如下：

#include <iostream.h>

template<class T>

T func(T x，T y){

if(sizeof(T)==8)

return \_\_\_\_\_\_；

else

return \_\_\_\_\_\_；

}

void main(){

cout <<func(8，5)<<"："<<func(5.0，10.0)<<endl；

int d；cin >>d：

}

47.在下面程序横线处填上适当内容，使程序执行结果为：

x=0，y=0

x=1，y=2

x=10，y=20

程序如下：

#include<iostream.h>

class Sample

}

int x，y；

public：

Sample(){\_\_\_\_\_\_}

Sample(\_\_\_\_\_\_){x=a；y=b；}

void disp()

{

cout<<"x="<<x<<"，y="<<y<<endl；

}

}；

void main()

{

Sample s1，s2(1，2)，s3(10，20)；

Sample \*pa[3]={＆s1，&s2，&s3}；

for(int i=0；i<3；i++)

pa[i]->disp()；

}

48.在下面程序横线处填上适当内容，使程序执行结果为：

n=30

程序如下：

#include<iostream.h>

template<class T>

class Test

{

T n；

public：

Test(){}

Test(T i){n=i；}

Test<T>\_\_\_\_\_\_(const Test<T>＆s)

{

static Test<T>temp；

\_\_\_\_\_\_;

return temp；

}

void disp(){cout<<"n="<<n<<endl；}

} ；

void main()

{

Test <int>t1(4)，t2(5)，t3；

t3=t1+t2；

t3.disp()；

}

49.在下面程序横线处填上适当内容，使程序执行结果为：

n=2，sum=2

n=3，sum=5

n=5，sum=10

程序如下：

#include<iostream.h>

class Test

{

int n；

static int sum；

public：

Test(int x){n=x；}

void add(){\_\_\_\_\_\_；}

void disp()

{

cout<<{"n="<<n<<"，sum="<<sum<<endl；

}

} ；

int \_\_\_\_\_\_=0；

void main()

{

Test a(2)，b(3)，c(5)；

a.add()；

a.disp()；

b.add()；

b.disp()；

c.add()；

c.disp()；

}

50.在下面程序中的横线处填上适当内容，使程序完整

#include<iostream.h>

\_\_\_\_\_\_

class A

{

int i；

public：

int set(B＆)；

int get(){return i；}

A(int x){i=x；}

} ；

class B

{

int i；

public：

B(int x){i=x；}

\_\_\_\_\_\_ A；

} ；

int A：：set(B&b)

{

return i=b.i；

}

void main()

{

A a(1)；

B b(2)；

cout<<a.get()<<"，"；

a.set(b)；

cout<<a.get()<<endl；

}

五、程序分析题(本大题共2小题，每小题5分，共10分)

51.下面程序中A是抽象类，其输出是什么?

#include <iostream.h>

class A{

public：

virtual void printMe(){cout<<"This is class A printing. "<<endl；}；

} ；

class B：public A{

public：

void printMe() {cout << "This is class B printing. "<<endl；}

} ；

class C：public B{

public：

void printMe() {cout <<"This is class C printing. "<<endl；}

} ；

void print(A a)

{

a.printMe()；

}

void main()

{

B b；

C c；

print(b)；print(c)；

}

52.写出此程序的执行结果：

#include <iostream.h>

template<class T>

T func(T x，T y){

if(sizeof(T)==8)

return x+y；

else

return x\*y；

}

void main(){

cout <<func(8，5)<<"："<<func(5.0，10.0)<<endl；

int d；cin>>d：

}

六、程序设计题(本大题共1小题，共10分)

53.设计一个Bank类，实现银行某账号的资金往来账目管理，包括建账号、存入、取出等。解：Bank类包括私有数据成员top(当前账指针)，date(日期)，money(金额)，rest(余额)和sum(累计余额)。有三个成员函数bankin()(处理存入账)，bankout()处理取出账)和disp()(输出明细账)请完成函数的实现。

本题程序如下：

#include<stdio.h>

#include<string.h>

#define Max 100

class Bank

{

int top；

char date[Max][10]；//日期

int money[Max]；//金额

int rest[Max]；//余额

static int sum；//累计余额

public：

Bank(){top=0；}

void bankin(char d[ ]，int m){…}

void bankout(char d[ ]，int m){…}

void disp(){…}；

} ；
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课程代码：04737

请考生按规定用笔将所有试题的答案涂、写在答题纸上。

选择题部分

注意事项：

1. 答题前，考生务必将自己的考试课程名称、姓名、准考证号用黑色字迹的签字笔或钢笔填写在答题纸规定的位置上。

2. 每小题选出答案后，用2B铅笔把答题纸上对应题目的答案标号涂黑。如需改动，用橡皮擦干净后，再选涂其他答案标号。不能答在试题卷上。

一、单项选择题（本大题共20小题，每小题1分，共20分）

在每小题列出的四个备选项中只有一个是符合题目要求的，请将其选出并将“答题纸”的相应代码涂黑。错涂、多涂或未涂均无分。

1．下列不属于C++关键字的是

A. extern B.goto

C.free D.default

2．C++中定义标准输入输出的库为

A.stdio B.math

C.iostream D.stdlib

3．My是一个类，则执行语句My a［3］，\*p［2］之后，自动调用构造函数次数为

A.2 B.3

C.4 D.5

4．下列语句错误的是

A. int val( 20); B.extern int val( 20);

C. const int val; D.extern const int val;

5．下列说法中，有关构造函数是正确的是

A.任何一类必定有构造函数 B.可定义没有构造函数的类

C.构造函数不能重载 D.任何一类必定有缺省的构造函数

6．下面关于类和对象说法不正确是

A.类由数据与函数组成 B.一个对象必属于某个类

C.对象是类的实例 D.一个类的对象只有一个

7．下面选项中不是类成员函数的是

A.构造函数 B.析构函数

C.友元函数 D.静态函数

8．在C++中类之间的继承关系具有

A.自反性 B.对称性

C.传递性 D.反对称性

9．C++中类的成员默认为

A. public B.private

C.protected D.static

10．C++中要实现动态联编，调用虚函数时必须使用

A.基类指针 B.类名

C.派生类指针 D.对象名

11.下面对析构函数的正确描述是

A.系统不能提供默认的析构函数 B.析构函数必须由用户定义

C.析构函数没有参数 D.析构函数可以设置默认参数

12．在下面的二维数定义正确的是

A.int ary［5］［］; B.int ary［］［5］={{0,1,2}};

C.int ary［］［5］; D.int ary［5,5］;

13.以下说法中正确的是

A.C++程序总是从第一个定义的函数开始执行

B.C++程序总是从main函数开始执行

C.C++中函数必须有返回值

D.C++中函数名必须唯一

14．对C++中主函数描述正确的是

A.名称为main，可为多个 B.名称不限，可为多个

C.名称为main，必须有且只能有—个 D.名称不限，必须有且只能有—个

15．下面声明纯虚函数语句正确的是

A. void fun( ) =0; B.virtual void fun( )=0;

C. virtual void fun( ); D.virtual void fun( ){ };

16．对于拷贝初始化构造函数和赋值操作的关系，正确的描述是

A.拷贝初始化构造函数和赋值操作是完全一样的操作

B.进行赋值操作时，会调用类的构造函数

C.当调用拷贝初始化构造函数时，类的对象正在被建立并被初始化

D.拷贝初始化构造函数和赋值操作不能在同一个类中被同时定义

17.使用重载函数的目的是

A.共享函数数据 B.减少代码量

C.优化运行效率 D.提高可读性

18.C++语言对C语言做了很多改进，C++语言相对于C语言的最根本的变化是

A.增加了一些新的运算符

B.允许函数重载，并允许设置缺省参数

C.规定函数说明符必须用原型

D.引进了类和对象的概念

19．假定有“char\*p=“Hello”；”，若要输出这个字符串的地址值正确的写法为

A. cout<<\*p; B.cout<<p;

C. cout<<＆p; D.cout<< (void\*)p;

20．对类成员访问权限的控制，是通过设置成员的访问控制属性实现的，下列不是访问控制属性的是

A．公有类型 B.私有类型

C．保护类型 D.友元类型

非选择题部分

注意事项：

用黑色字迹的签字笔或钢笔将答案写在答题纸上，不能答在试题卷上。

二、填空题（本大题共20小题，每小题1分，共20分）

21．C++程序的编译是以\_\_\_\_文件\_\_\_\_\_\_\_\_为单位进行的。

22．C++语言支持的两种多态性分别是编译时的多态性和\_\_\_\_\_运行时\_\_\_的多态性。

23．重载的运算符保持其原有的操作符个数、\_\_\_优先级\_\_\_\_和结合性不变。

24．在C++中，函数的参数有两种传递方式，它们分别是值传递和\_\_\_\_地址传递\_\_\_\_。

25．含有\_\_\_\_纯虚函数\_\_\_\_\_\_\_\_的类称为抽象类。

26．C++程序运行时的内存空间可以分成全局数据区，堆区，栈区和\_\_\_\_代码区\_\_\_\_\_。

27．对于无返回值函数，定义函数时要用\_\_\_\_VOID\_\_\_\_\_\_\_\_修饰函数类型。

28．定义重载函数必须在参数的个数或参数的\_\_\_\_类型\_\_\_\_\_\_\_\_上与其它同名函数不同。

29．拷贝构造函数是在用一个对象初始化另一个对象时被调用，系统缺省的拷贝构造函数的工作方法是\_\_\_拷贝每一个数据成员\_\_\_\_\_\_\_\_\_。

30．以面向对象方法构造的系统，其基本单位是\_\_\_\_类\_\_\_\_\_\_\_\_。

31．拷贝构造函数使用\_\_\_\_\_对象\_\_\_\_\_\_\_作为参数初始化创建中的对象。

32．当一个成员函数被调用时，该成员函数的\_\_this指针\_\_\_\_指向调用它的对象。

33．类可将实现细节隐藏起来，这种机制称为\_\_\_封装\_\_\_\_\_\_\_\_\_。

34．在面向对象的程序设计中，通过封装实现数据隐藏；通过\_\_\_\_重载\_\_\_\_\_\_\_\_实现代码的复用。

35．在公有继承的中基类数据成员在派生类中的访问权限\_\_ [基类](http://zhidao.baidu.com/search?word=%E5%9F%BA%E7%B1%BB&fr=qb_search_exp&ie=utf8)的public和protected成员的访问属性在[派生类](http://zhidao.baidu.com/search?word=%E6%B4%BE%E7%94%9F%E7%B1%BB&fr=qb_search_exp&ie=utf8)中不变，而[基类](http://zhidao.baidu.com/search?word=%E5%9F%BA%E7%B1%BB&fr=qb_search_exp&ie=utf8)的private成员不可访问\_\_\_\_\_\_\_\_\_\_。

36．复杂对象可以由简单对象构成，这种现象称为\_\_\_\_\_聚合\_\_\_\_\_\_\_。

37．如有“char\*p=''Hello''；”，则语句“cout<<\* (p+1)；”输出值是\_\_\_\_e\_\_\_\_\_\_\_\_。

38．基类和派生类的关系称为\_\_\_\_继承\_\_\_\_\_\_\_\_。

39．在类的定义中，说明为protected的数据成员称为保护成员。保护数据成员具有双重作用：对于其派生类而言，是公有的；而对于其外部的程序而言，是\_\_\_\_私有的\_\_\_\_\_\_\_\_。

40．假定x =10，则表达式x< =10? 20:30的值为\_\_\_\_20\_\_\_\_\_\_\_\_。

三、改错题（本大题共5小题，每小题2分，共10分）

下面的类定义中有一处错误，请写出错误所在行并给出修改意见

41.#include<iostream.h>

class point{

private: float x，y；

public: point( float a,float b) { x = a;y = b; }

void f( ) {x=0;y=0;}

void getx( ) { cout<< x<< endl; }

void gety( ) { cout<< y<< endl; }

} ;

main() {

point a (3.5) ;（实参要2个）

a.getx( )

}

42. #include < iostream. h >

main( ) {

int x =7;

const int \* p = &x;

\* p=99； （不允许改变指针常量的值）

cout<< \* p<< endl;

}

43. #include < iostream. h >

class test{

private: int x;y;

public: void f( int a,int b) { x = a;y = b; }

int max( ) { return(x > y) ? x:y; }

} ;

main( ) {

test a;

a.f(1,3);

cout<< a. max( ) << endl;

}

44. #include < iostream. h >

class test{

private: int x;

public:test( int a) { x = a; }

void set( int a) { x = a; }

void get( ) { cout<< x<< endl; }

} ;

class testl: public test{

private: int x;

public : testl ( int a) { x = a; }

void set( int a) { x = a; }

void get( ) { cout<< x<< endl; }

} ;

45. #include < iostream. h >

class f{

private: int x,y;

public:void fl ( int a,int b) { x = a;y = b ;}

void print( ){ cout<< x<< ''<< y<< endl; }

} ;

main( ) {

f a;

float x = 1.5 y = 2.0;

a.fl(x,y);

a.print( );

}

四、完成程序题（本大题共5小题，每题4分，共20分）

46.将下划线处缺少的部分写在“答题纸”上。源程序如下:

#include < iostream >

using namespace std ;

class base

{

int a,b;

public：

base(int x,int y){a=x;b=y;}

void show（\_\_base p\_\_\_\_\_\_\_\_\_\_\_\_\_\_）

{

cout<<p.a<<’’,’’<<p.b<<endl;

}

}\_\_\_;\_\_\_\_\_\_\_\_\_\_\_\_\_

void main( )

{

base b(78,87)；

b.show(b)；

}

47．将下划线处缺少的部分写在“答题纸’’上。源程序如下：

#include <iostream>

#include <fstream>

using namespace std ；

void main( )

{

\_\_\_ ofstream \_\_\_myf(''ab. txt'')；／／定义输出流文件，并初始化

\_\_\_\_\_\_\_myf\_\_\_\_\_\_\_\_\_<<''This ia a TXT file''；／／向文件输入字符串

myf. close( )；

}

48．在下面程序中的下划线处填上适当的程序（答案写在“答题纸’’上），使程序的输出

结果如下：

67,90

源程序如下：

#include <iostream>

using namespace std ；

class base

{

private：

int x,y;

public：

void initxy( int a,int b){x=a;y=b;}

void show( base\*p)；

} ；

inline void base::show（\_\_\_\_ base\*p \_\_\_\_\_\_\_\_\_\_\_\_）

{

cout<<p- >x<<''，''<<p- >y<<endl;

}

void print( base \*p)

{

p -> show(p)；

}

void main( )

{

base a；

a.initxy( 67 ,90)；

print（\_\_\_\_&a\_\_\_\_\_\_\_\_\_\_\_\_）；

}

49．下面程序给出了一个从普通的基类派生出一个模板类的方法，在下划线处填上正确的

部分（答案写在“答题纸’’上）。

#include <iostream>

using namespace std ；

class Base

{

public:

Base( int a){x=a;}

int Getx(){return x;}

void showb(){cout<<x<<endl;}

private：

int x；

} ；

template <class T>

class derived: public Base

{

public：

derived(T a,int b): \_\_Base(b)\_\_\_\_\_\_\_\_\_\_\_\_\_\_

{y=a；}

T Gety(){return y;}

void showd(){cout<<y<<'' ''<<Getx()<<endl;}

private：

\_\_\_T y;\_\_\_\_\_\_\_\_\_\_\_\_\_

} ；

void main( )

{Base A(458)；

A.showb( )；

derived<char \*>B ''It is'',1 357);

B.showd( )；

}

50．下面程序的运行结果如下：

20，22

60，22

将下划线处缺少的部分写在“答题纸’’上。源程序如下：

#include <iostream>

using namespace std；

class base

{

private：

const int a；

static const int b；

public：

base(int)；

void Show( )；

}；

\_\_\_base::b\_\_\_=22；

\_\_\_base::base(int i)\_：a( i ){} ／／初始化

void base：：Show( )

{cout<<a<<”,”<<b<<endl;}

void main( )

{

base al(20)，a2(60)；

a1．Show( )；

a2．Show( )；

}

五、程序分析题（本大题共4小题，每小题5分，共20分）

51．给出下面程序的输出结果

#include<iostream>

using namespace std；

class base

{

int x；

public :

void setx(int a) { x =a; }

int getx( ) { return x;

};

void main( )

{

int \*p;

base a;

15

a. setx ( 15) ;

p = new int( a. getx( )) ;

cout<< \*p;

}

52.给出下列程序的输出结果

#include < iostream >

#include < complex >

#include < string >

using namespace std ;

void main( )

｛

complex < int > fsl ( 5 ,6) ;

real is:5, image is :6

real is:7.5, image is :8.5

complex < float > fs2( 7. 5 ,8.5) ;

string strl ('' real is: '' ) ;

string str2 ('' image is : '') ;

cout<< strl<< fsl. real( )<< ', ' << str2<< fsl. imag( ) << endl;

cout<< strl<< fs2. real( ) << ', '<< str2<< fs2. imag( ) << endl;

}

53.给出下面程序的输出结果

#include < iostream >

using namespace std;

class base

｛

private :

int x;

public :

void setx(int a) { x = a; }

int getx( ){ return x;}

};

void main( )

｛

89

89

base a,b;

a. setx( 89) ;

b=a;

cout<< a. getx( ) << endl;

cout<< b. getx( ) << endl;

｝

54.给出下面程序的输出结果

#include <iostream >

using namespace std ;

void main( )

{

int a［ ］ = { 10,20,30,40 } , \* pa = a;

int \* &pb =pa;

20

pb + +;

cout<< \* pa<< endl;

｝

六、程序设计题（本大题共1小题，每小题10分，共10分）

55.在字符串类string中实现一个判断函数，该函数功能是统计某一字符串类对象（仅有单词和空格组成）有多少个单词，同时保存所有单词在字符串中的起始地址（设该字符串不超过100个单词）

#include<iostream．h>

#include<string>

class str{

string s; int n,a［100］,j,l;

public: str( string& a){s=a;n =0;j =0;l =0;}

．．．．test(．．．．)；

int\*geta(){return a；}

} ；

请写出test函数的过程（如果需要形式参数，请给出形参类型和数量，以及返回值类型）

Str:: int test()

{

a[l]=0;

while(s[j]!=’\0’)

{ If(s[j]=’ ‘)

{n++;l++; a[l]=j+1;

}

j++;

}

Return n+1;

}

![全国卷04737C++程序设计1210答案2](data:image/jpeg;base64,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)

# c++程序设计-2014年4月自考真题及答案

## 一 单选

1. 下列关于类的权限描述错误的是（ ）

A.类本身的成员函数可以访问自身的任何成员

B.类的对象只能访问公有成员

C.普通函数可以不通过对象直接访问类的公有成员

D.一个类可以包含另一个类的对象作为成员

**正确答案**

C

**知识点名称**

**难易程度**

一般

**讲解**

"普通函数不能访问类的公有成员"的意思是

int main()

{

widget w ;

w.p ;//合法，这就叫做"普通函数访问公有成员",也就是类接口

//只有私有成员才需要通过类的公有函数来访问

}

**统计**

刷题次数 : 51 错误率 : 100%

2. 只能在自身类和子类成员函数中被访问，无法通过对象在类外访问的成员属于（ ）

A.private

B.protected

C.public

D.publish

**正确答案**

B

**知识点名称**

深刻理解访问权限和赋值兼容规则

**难易程度**

简单

**讲解**

只能在自身类和子类成员函数中被访问，无法通过对象在类外访问的成员属于protected。

**统计**

刷题次数 : 255 错误率 : 40%

3. 面向对象中的“对象”是指（ ）

A.行为抽象

B.数据抽象

C.行为抽象和数据抽象的统一

D.行为抽象和数据抽象的对立

**正确答案**

C

**知识点名称**

面向过程与面向对象

**难易程度**

简单

**讲解**

结构化程序设计使用的是功能抽象，面向对象程序设计不仅能进行功能抽象，而且能进行数据抽象。“对象”实际上是功能抽象和数据抽象的统一。

**统计**

刷题次数 : 714 错误率 : 7%

4. 在类外定义成员函数时，：：运算符两侧分别连接（ ）

A.返回值类型 函数名

B.返回值类型 类名

C.函数名 类名

D.类名 函数名

**正确答案**

D

**知识点名称**

指向类成员函数的指针

**难易程度**

简单

**讲解**

在类外定义成员函数时，类名：： 函数名。

**统计**

刷题次数 : 306 错误率 : 0%

5. 设函数int& index(int \* a，int i)返回数组a中下标为i的元素，如存在整型数组int Array［］={1，2，3}，在执行index(Array，2)+ +后，Array中各元素值为（ ）

A.{0，1，2}

B.{l，1，2}

C.{1，2，4}

D.{0，2，3}

**正确答案**

C

**知识点名称**

了解泛型算法应用于普通数组的方法

**难易程度**

一般

**讲解**

int& index(int \* a，int i)返回数组a中下标为i的元素，所以 index(Array，2)=3， index(Array，2)++=4，所以Array中各元素值为1，2，4。

**统计**

刷题次数 : 306 错误率 : 33%

6. 类构造函数定义的位置是（ ）

A.类体内或体外

B.只是在类体内

C.只在类体外

D.在类的成员函数中

**正确答案**

A

**知识点名称**

熟练掌握定义类的方法

**难易程度**

简单

**讲解**

类构造函数定义的位置是类体内或体外。

**统计**

刷题次数 : 408 错误率 : 50%

7. 设存在数组a，其长度为Len，下列哪项操作是将a中元素复制到数组b中( )

A.reverse(a+a，Len，b)；

B.sort(a，a+Len，b)；

C.find(a，a+Len，b)；

D.copy(a，a+Len，b)；

**正确答案**

D

**知识点名称**

了解string对象数组与泛型算法

**难易程度**

简单

**讲解**

复制函数用copy（）。

**统计**

刷题次数 : 459 错误率 : 44%

8. 关于对象的性质，下列描述错误的是：（ ）

A.同一类对象间可相互赋值

B.可以使用对象数组

C.对象不可以用作函数参数

D.一个对象可以用作另一个类的成员

**正确答案**

C

**知识点名称**

理解对象的含义

**难易程度**

简单

**讲解**

对象可以用作函数参数。

**统计**

刷题次数 : 408 错误率 : 75%

9. 声明一个没有初始化参数的对象，需调用（ ）

A.指定参数构造函数

B.拷贝构造函数

C.初始化函数

D.默认构造函数

**正确答案**

D

**知识点名称**

深刻理解默认构造函数及其作用

**难易程度**

简单

**讲解**

建立一个对象时，对象的状态是不确定的。为了使对象的状态确定，必须对其进行正确的初始化。当没有为一个类定义任何构造函数的情况下，编译器会自动建立并调用一个不带参数的默认构造函数；若程序中已经定义了有参数的构造函数，又存在需要先建立对象数组后进行赋值操作的情况，则必须为它定义一个无参数的构造函数。

**统计**

刷题次数 : 306 错误率 : 33%

10. 下列运算符不能重载的是（ ）

A.!

B.sizeof

C.new

D.delete

**正确答案**

B

**知识点名称**

**难易程度**

一般

**讲解**

“sizeof”无法被重载是因为不少内部操作，比如指针加法，都依赖于它。

**统计**

刷题次数 : 51 错误率 : 100%

11. 如P是一指针类型表达式，则下列表达式中不是左值表达式的是（ ）

A.P

B.\*P

C.&P

D.P+1

**正确答案**

D

**知识点名称**

了解对指针使用const限定符的目的和方法

**难易程度**

简单

**讲解**

左值是指某个对象的表达式。名字“左值”来源于赋值表达式“E1=E2”，其中左运算分量“E1”必须能被计算和修改。左值表达式在赋值语句中既可以作为左操作数，也可以作为右操作数。

**统计**

刷题次数 : 714 错误率 : 42%

12. 使用下列流格式控制符能输出一个换行符的是（ ）

A.dec

B.oct

C.hex

D.endl

**正确答案**

D

**知识点名称**

掌握数据的简单输入输出格式

**难易程度**

简单

**讲解**

endl流格式控制符能输出一个换行符。

**统计**

刷题次数 : 561 错误率 : 36%

13. 下列表达式，能将P声明为常量指针的是（ ）

A.const int \* P；

B.int\*const P；

C.const int \* const P

D.int \* P

**正确答案**

A

**知识点名称**

**难易程度**

一般

**讲解**

int\*constp:const离p近，说明p的指向不能变，即p开始指向哪个变量就只能指向这个变量，不能更改。

但p指向的变量可以变。

**统计**

刷题次数 : 51 错误率 : 100%

14. C++程序文件扩展名为（ ）

A.．cpp

B.．h

C.．lib

D.．obj

**正确答案**

A

**知识点名称**

理解C++语言与C语言的关系

**难易程度**

简单

**讲解**

.h是头文件扩展名。

**统计**

刷题次数 : 1632 错误率 : 18%

15. 对C++中主函数描述正确的是（ ）

A.名称为main，可为多个

B.名称不限，可为多个

C.名称为main，必须有且只能有一个

D.名称不限，必须有且只能有一个

**正确答案**

C

**知识点名称**

熟练掌握函数原型和命名空间的使用方法

**难易程度**

简单

**讲解**

主函数只能有一个。

**统计**

刷题次数 : 918 错误率 : 27%

16. 假定有char \* P="Hello"；，要输出这个字符串的地址值的正确写法是（ ）

A.cout<< \*P

B.cout<<P

C.cout<<&P

D.cout<<(void \*)P

**正确答案**

C

**知识点名称**

掌握数据的简单输入输出格式

**难易程度**

一般

**讲解**

&p取内容。

**统计**

刷题次数 : 153 错误率 : 66%

17. 下列描述错误的是（ ）

A.在没创建对象前，静态成员不存在

B.静态成员是类的成员，不是对象成员

C.静态成员不能是虚函数

D.静态成员函数不能直接访问非静态成员

**正确答案**

A

**知识点名称**

静态成员

**难易程度**

简单

**讲解**

如果类的数据成员或成员函数使用关键字static进行修饰,这样的成员称为静态数据成员或静态成员函数,统称为静态成员。除静态数据成员的初始化之外,静态成员遵循类的其他成员所遵循的访问限制,虽然还没有建立对象,但静态成员已经存在。由于数据隐藏的需要,静态数据成员通常被说明为私有的,而通过定义公有的静态成员函数来访问静态数据成员。故选：在没创建对象前，静态成员不存在。

**统计**

刷题次数 : 204 错误率 : 25%

18. 对于友元描述正确的是（ ）

A.友元是本类的成员函数

B.友元不是本类的成员函数

C.友元不是函数

D.友元不能访问本类私有成员

**正确答案**

B

**知识点名称**

友元函数

**难易程度**

简单

**讲解**

一个类的成员函数(包括构造函数和析构函数)可以通过使用friend说明为另一个类的友元。将类0ne的成员函数func:说明为类Two的友元，因为func:是属于类One;的，所以要使用限定符说明它的出处，即c)ne::nInS(TWo&)。0ne的对象就可以通过友元函数：rune:(Two&)访问类TWo的所有成员。因为是访问类T'wo,应使用Two对象的引用作为传递参数。故选：友元不是本类的成员函数。

**统计**

刷题次数 : 816 错误率 : 37%

19. 一个函数功能不太复杂，但要求频繁使用，则该函数适合作为（ ）

A.内联函数

B.重载函数

C.递归函数

D.嵌套函数

**正确答案**

A

**知识点名称**

内联函数

**难易程度**

简单

**讲解**

一个函数功能不太复杂，但要求频繁使用，则该函数适合作为内联函数。

**统计**

刷题次数 : 357 错误率 : 85%

20. 下列哪种默认参数的声明是不正确的（ ）

A.int max(int a，int b，int c，int d=0)；

B.int max(int a，int b，int c=0，int d=0)；

C.int max(int a=0，int b，int c=0，int d=0)；

D.int max(int a，int b=0，int c=0，int d=0)；

**正确答案**

C

**知识点名称**

掌握使用默认参数的方法

**难易程度**

一般

**讲解**

int max(int a=0，int b，int c=0，int d=0)；没有意义，0在int类型中已经是最小的，则函数值一定是b。

**统计**

刷题次数 : 357 错误率 : 71%

二 填空

21. C++程序的编译是以\_\_\_\_为单位进行的。

**正确答案**

文件

**知识点名称**

掌握程序的编辑、编译和运行的基本方法

**难易程度**

简单

**讲解**

C++程序的编译是以文件为单位进行的。

22. 默认参数是在\_\_\_\_中说明的，默认参数可以多于1个，但是必须放在参数序列的后部。

**正确答案**

函数原型

**知识点名称**

掌握使用默认参数的方法

**难易程度**

简单

**讲解**

默认参数是在函数原型中说明的，默认参数可以多于1个，但是必须放在参数序列的后部。

23. 通过C++语言中的\_\_\_\_机制，可以从现存类中构建其子类。

**正确答案**

派生（或继承）

**知识点名称**

知道派生类支配基类的同名函数的含义

**难易程度**

简单

**讲解**

通过C++语言中的派生（或继承）机制，可以从现存类中构建其子类。

24. 拷贝构造函数使用\_\_\_\_作为参数初始化创建中的对象。

**正确答案**

引用

**知识点名称**

深刻理解复制构造函数的作用及其定义和使用方法

**难易程度**

简单

**讲解**

拷贝构造函数使用引用作为参数初始化创建中的对象。

25. 基类的公有成员在通过公有派生得到的子类中访问权限是\_\_\_\_。

**正确答案**

公有类型

**知识点名称**

深刻理解访问权限和赋值兼容规则

**难易程度**

简单

**讲解**

基类的公有成员在通过公有派生得到的子类中访问权限是公有类型。

26. 要关闭一个文件输出流对象myFile，所用的C++语句是\_\_\_\_。

**正确答案**

myFile.close()

**知识点名称**

默认输入输出格式控制

**难易程度**

一般

**讲解**

myFile.close();关闭一个文件输出流对象myFile。

27. 执行代码double pi=3.1415192; cout < < setprecision （3） < < pi;程序的输出结果是\_\_\_\_。

**正确答案**

3.14

**知识点名称**

掌握数据的简单输入输出格式

**难易程度**

一般

**讲解**

setprecisron first(int n)的作用是设置浮点数的精度n.题中是浮点数的位数是3.即两位小数。加上小数点占的那一位，刚好三位。

28. 将对象作为函数参数，是将实参对象的\_\_\_\_传递给形参对象，这种传递是单向的。

**正确答案**

值

**知识点名称**

熟练掌握传值的使用方法

**难易程度**

简单

**讲解**

将对象作为函数参数，是将实参对象的值传递给形参对象。这种传递是单向的。

29. 建立一个对象时，对象的状态是不确定的。为了使对象的状态确定，必须对其进行正确的\_\_\_\_。

**正确答案**

初始化

**知识点名称**

面向过程与面向对象

**难易程度**

简单

**讲解**

建立一个对象时，对象的状态是不确定的。为了使对象的状态确定，必须对其进行正确的初始化。

30. C++类中的\_\_\_\_函数在对象的生存期结束时被自动调用。

**正确答案**

析构

**知识点名称**

深刻理解默认析构函数的作用

**难易程度**

简单

**讲解**

C++类中的析构函数在对象的生存期结束时被自动调用。

31. C++语言中的整数常量有四种：十进制常量、长整型常量、八进制常量和\_\_\_\_。

**正确答案**

十六进制常量

**知识点名称**

掌握C++新的基本数据类型

**难易程度**

简单

**讲解**

整数常量有四种：十进制常量、长整型常量、八进制常量和十六进制常量。

32. UML中对象行为之间的动态关系是通过对象行为之间的依赖关系表现的，称之为\_\_\_\_。

**正确答案**

消息链接

**知识点名称**

认识类和对象的UML标记图

**难易程度**

一般

**讲解**

若一个对象在执行自己的操作时，需要通过消息请求另一个对象为它完成某种服务，则说第1个对象与第2个对象之间存在着消息连接。消息连接是有方向的，使用一条带箭头的实线表示，从消息的发送者指向消息的接收者。

33. 声明一个常成员函数Fun，其返回类型为char，第一个参数类型为int，第二个参数类型为double，函数Fun的声明原型是\_\_\_\_。

**正确答案**

char Fun（int，double）const；

**知识点名称**

熟练掌握函数原型和命名空间的使用方法

**难易程度**

简单

**讲解**

其返回类型为char，第一个参数类型为int，第二个参数类型为double，故为：char Fun（int，double）const；。

34. 在C++语言中，利用向量类模板定义一个具有20个int类型且初值为1的向量C，实现此操作的语句是\_\_\_\_。

**正确答案**

vector<int>C(20,1)

**知识点名称**

掌握定义向量列表的方法

**难易程度**

简单

**讲解**

vector<类型>类名（数目，初值）。

35. 执行下列代码：int a=123，b=321；cout<<setw(3)<<a<<b<<endl；程序输出结果是：\_\_\_\_。

**正确答案**

123321

**知识点名称**

掌握数据的简单输入输出格式

**难易程度**

一般

**讲解**

setw（3）代表在a后面有三个位置，而321刚好，故不空格。

36. 将指向对象的指针作为函数参数，形参是对象指针，实参是对象的\_\_\_\_。

**正确答案**

地址值

**知识点名称**

熟练掌握传值的使用方法

**难易程度**

简单

**讲解**

将指向对象的指针作为函数参数，形参是对象指针，实参是对象的地址值。

37. vector类中用于返回向量中的最后一个对象的方法是\_\_\_\_。

**正确答案**

back（）

**知识点名称**

了解向量的数据类型

**难易程度**

一般

**讲解**

在访间向量对象的方法中，front()表示返回向量中的第一个对象，back（）表示返回向量的最后一个对象。

38. C++语言中动态分配内存的关键字是\_\_\_\_。

**正确答案**

new

**知识点名称**

深刻理解构造函数和运算符new的相互关系及其使用方法

**难易程度**

简单

**讲解**

C++语言中动态分配内存的关键字是new。

39. C++类成员的访问权限有\_\_\_\_、公有和保护三种。

**正确答案**

私有

**知识点名称**

深刻理解访问权限和赋值兼容规则

**难易程度**

简单

**讲解**

C++类成员的访问权限有私有、公有和保护三种。

40. 写出声明一个复数对象num的语句，并使对象被初始化为单精度2.2+1.3i，此声明语句是\_\_\_\_。

**正确答案**

complex<float>num(2.2,1.3)

**知识点名称**

理解使用complex对象的方法

**难易程度**

一般

**讲解**

复数：complex<类型>对象名(实数，虚数）。

三 改错

41. 下面的类定义中有一处错误，请用下横线标出错误所在行并给出修改意见。

#include<iostream．h>

main( ) {

int x=5，y=6；

const int \* p=＆x；

\*p=y；

cout<<\*p<<endl；

}

**正确答案**

\*p=y;指针p所指向的为一常量，不能进行左值操作。

**知识点名称**

了解对指针使用const限定符的目的和方法

**难易程度**

一般

**讲解**

左值是指某个对象的表达式。名字“左值”来源于赋值表达式“E1=E2”，其中左运算分量“E1”必须能被计算和修改。指针p所指向的为一常量，不能进行左值操作。

42. 下面的每题中有一处错误，请在答题纸上写出错误所在行并给出修改意见

#include<iostream．h>

class f {

private:T x, y;

public：f1(T a，T b){x=a；y=b；}

T max( ){return(x>y)?x：y；}

}；

main( ) {

f a；

a．f1(1.5，3.8)；

cout<<a．max( )<<endl；

}

**正确答案**

T x,y;模板没有声明

**知识点名称**

类模板的成分、语法及对象

**难易程度**

一般

**讲解**

模板需要声明。

43. 下面的类定义中有一处错误，请写出错误所在行并给出修改意见。#include<iostream.h> class point{ private: float x，y；public: point( float a,float b) { x = a;y = b; } void f( ) {x=0;y=0;} void getx( ) { cout<< x<< endl; }void gety( ) { cout<< y<< endl; }} ; main() { point a (3.5) ;a.getx( )}

**正确答案**

point a (3.5);没有定义一个参数的构造函数

**知识点名称**

熟练掌握定义构造函数的不同方法

**难易程度**

简单

**讲解**

由public: point( float a,float b)可知，没有定义一个参数的构造函数，故错误。

44. 下面的每题中有一处错误，请在答题纸上写出错误所在行并给出修改意见

#include<iostream．h>

class f{

private：float x，y；

float get( ){return x+y；}

public：f1(float a，float b){x=a；y=b；}

}；

main( ) {

f a；

a．f1(1，3．8)；

cout<<a．get()<<endl；

}

**正确答案**

cout<<a.get<<endl;get()函数为私有型

**知识点名称**

深刻理解访问权限和赋值兼容规则

**难易程度**

一般

**讲解**

私有型函数只能在类里面调用。

45. 下面的每题中有一处错误，请用下横线标出错误所在行并给出修改意见

#include < iostream, h >

class testl {

private : int x;

public: testl ( ) { x = 2 ; }

void set(int a){x =a;}

void get( ) { cout << x << endl; }

}；

class test2{

private: int x;

public : test2 ( ) { x = 3 ; }

void set( int a) { x = a; }

void get( ) { cout << x << endl; }

}；

class test: public testl, public test2 {

private : int x;

public:void set( int a) { x=a; }

void gettest( ) {cout << x << endl; }

}；

void main( ) {

test a; a. get( );

}

**正确答案**

a. get( );get()存在二义性，使用时需要指出使用哪个基类的函数例：a.test1::get()

**知识点名称**

知道派生类支配基类的同名函数的含义

**难易程度**

一般

**讲解**

get()存在二义性，使用时需要指出使用哪个基类的函数。

四 完成程序

46. 在下面横线处填上求两个浮点数之差的cha函数的原型声明、调用方法。

class point

{

private：

int m，n；

public：

point(int，int)；

point(point&)；

}；

point::point(int a，int b)

{

m=a；

\_\_\_\_\_\_\_\_=b；

}

point::point(\_\_\_\_\_\_\_\_)

{

m=t.m；

n=t.n；

}

**正确答案**

n;point&t

**知识点名称**

返回引用的函数；返回对象的函数

**难易程度**

一般

**讲解**

要求求两个浮点数之差，由point(int，int)；point(point&)；我们需要将a赋值给m，将b赋值给n，故第一个空填n；；由point(point&)可知，调用函数用类指针，故填：point&t。

47. #include <iostream>

using namespace std；

class base

{

private：int x；

public：base（int a）{x=a；}

int get（）{return x；}

void showbase（） {cout<<"x="<<x<<endl；}

}；

class Derived：public base

{private：int y；

public：Derived（int a，int b）：base（a）{y=b；}

void showderived（）

{cout<<"x="<<get（）<<"，y="<<y<<endl；}

}；

void main（）

{

base b（3）；

Derived d（6，7）；

b.showbase（）；

d.showderived（）；

\_\_\_\_\_\_\_\_;

b.showbase（）；

\_\_\_\_\_\_\_\_;

b1.showbase（）；

base\* pb=&bl；

pb—>showbase（）；

d.showderived（）；

b.showbase（）；

}

输出结果如下：

x=3

x=6，y=7

x=6

x=6

x=6

x=6，y=7

x=6

**正确答案**

b=d;derived b1(6,7)

**知识点名称**

指向类成员函数的指针;熟练掌握设计方程类及其成员函数的方法;熟练掌握编程实现的方法和步骤

**难易程度**

困难

**讲解**

b.showbase()；得到3，d.showderived()；得到6,7；利用赋值兼容性规则，第一空填：b=d。b.showbase()得到6，引用Derived b1(6,7）函数，b1.showbase()得到6，后面依次得到：6,6,7,6.

48. 在下划线处填上缺少的部分。

#include<iostream>

#include<fstream>

using namespace std；

class complex

{

public：

int real；

int imag；

complex(int r=0，int i=0)

{

real=r；

imag=i；

}

}；

complex operator+(\_\_\_\_\_\_\_\_，complex& b)

{

int r=a.real+b.real；

int i=a.imag+b.imag；

return\_\_\_\_\_\_\_\_\_；

}

void main( )

{

complex x(1，2)，y(3，4)，z；

z=x+y；

cout<<z.real<<″+″<<z.imag<<″i″<<endl；

}

**正确答案**

complex&a;complex(r,i)

**知识点名称**

成员函数重载及默认参数;返回引用的函数;返回指针的函数

**难易程度**

困难

**讲解**

由int r=a.real+b.real；int i=a.imag+b.imag；可知complex （）重载函数的两个参数都是指针，故第一空填：complex&a；由cout<<z.real<<″+″<<z.imag<<″i″<<endl；可知，引用的都是real，imag，所以重载函数的返回值是complex(r,i)，故第二个空填：complex(r,i)。

49. 下面程序的运行结果如下：

This is line1

This is line2

This is line3

在下划线处填上缺少的部分。源程序如下：

#include <iostream>

#include\_\_\_\_\_

using namespace std；

void main（）

{

fstream fin, fout;

fout.open（"my.txt"，ios：：out）；

if（！fout.is\_open（））

return；

for（int i=0；i<3；i=i+1）

fout<<"This is line"<<i+1<<endl；

fout.close（）；

fin.open（"my.txt"，ios：：in）；

if（！ fin.is\_open（））

return；

char str[100]；

while（\_\_\_\_\_\_）

{

fin.getline（str，100）；

cout<<str<<endl；

}

fin.close（）；

}

**正确答案**

<fstream>;!fin.eof()

**知识点名称**

文件流的概念

**难易程度**

一般

**讲解**

由于用了fout.open("my.txt",ios::out);，所以要有库文件#include <fstream>；第二空是因为缺一个条件：当到了文件未时结束，故用：！fin.eof()。

50. 在下面横线处填上求两个浮点数之差的cha函数的原型声明、调用方法。

#include <iostream>

using namespace std；

void main( )

{

float a，b；

\_\_\_\_\_\_\_\_／／函数cha的原型声明

a=12.5；

b=6.5；

float c=\_\_\_\_\_\_\_\_\_； ／／调用函数cha

cout<<c<<endl；

}

float cha(float x，float y)

{

float w；

w=x-y；

return w；

}

**正确答案**

float cha(float,float)；；cha(a,b)

**知识点名称**

熟练掌握函数原型和命名空间的使用方法

**难易程度**

简单

**讲解**

函数cha的原型声明float cha(float,float)；调用函数cha：float c=cha(a,b)。

五 程序分析

51. #lnclude<iostream．h>

void func( )；

void main( )

{

for(int i=0；i<6；i++)

{

func( )；

}

}

void func( )

{

int x=0；

x ++；

static int y=0；

y ++；

cout<<"x="<<x<<"；y="<<y<<endl；

}

**正确答案**

x=1;y=1

x=1;y=2

x=1;y=3

x=1;y=4

x=1;y=5

x=1;y=6

**知识点名称**

静态成员

**难易程度**

一般

**讲解**

x的值加1之后就不再加了，而y的值由于是静态变量，故每次都在上一次的基础上加1.

52. 请给出下面程序的输出结果 #include < iostream. h > class A { public: A(); void Show() ; ~A(); private: static int c; }； int A：：c =0; A::A() { cout < < ″constructor.″ < < endl; c+ =10; } void A: :Show() { cout< < ″c=″ < <c< <endl; } A：：~A() { cout < < ″destructor. ″ < < endl; } void main() { A a，b； a. Show()； b. Show()； }

**正确答案**

constructor.

constructor.

C=20

C=20

destructor.

destructor.

**知识点名称**

**难易程度**

简单

**讲解**

类A，B均有构造函数，所以直接引用类a，b，输出构造函数的内容；后面引用函数show（）。输出c的值，同时引用了析构函数，故输出析构函数的内容。

六 程序设计

53. 在三角形类tri实现两个函数，功能是输入三个顶点坐标判断是否构成等边三角形

#include<iostream．h>

#include<math．h>

class point { point

private：float x，y；

public：f(float a，float b){x=a；y=b；}

f( ){x=0；y=0；}

Void set(float a，float b){x=a；y=b；}

float getx( ){return x；}

noat gety( ){return y；}

}；

class tri{

point x，y，z；

float s1，s2，s3；

public....settri(....)；∥用于输入三个顶点坐标

....test(....)；∥用于判断是否构成等边三角形

}；

请写出两个函数的过程(如果需要形式参数，请给出形参类型和数量，以及返回值类型)

**正确答案**

答案见解析

**知识点名称**

能正确使用类的对象

**难易程度**

困难

**讲解**

#include<iostream>

#include<math.h>

using namespace std;

class point

{

private:float x,y;

public:point(float a,float b){x=a;y=b;}

point(){x=0;y=0;}

void set(float a,float b){x=a;y=b;}

float getx(){return x;}

float gety(){return y;}

};

class tri{

point x,y,z;

float s1,s2,s3;

public:

void settri()//用于输出三个顶点坐标

{

int a,b;

cout<<"input the firest point"<<endl;

cin>>a>>b;

x.set(a,b);

cout<<"input the second point"<<endl;

cin>>a>>b;

y.set(a,b);

cout<<"input the third point"<<endl;

cin>>a>>b;

z.set(a,b);

cout<<"the three point's codinate is:"<<endl;

cout<<"x:"<<x.getx()<<","<<x.gety()<<endl;

cout<<"y:"<<y.getx()<<","<<y.gety()<<endl;

cout<<"z:"<<z.getx()<<","<<z.gety()<<endl;

}

void test()//用于判断是否构成三角形

{

if((x.gety()-y.gety())/(x.getx()-y.getx())!=(y.gety()-z.gety())/(y.getx()-z.getx()))

cout<<"yes"<<endl;//平面中的三个点只要不在一条直线上就可以构成三角形，不需要三边

else

cout<<"no"<<endl;

}

};

void main()

{

tri a;

a.settri();

a.test();

system("pause");

}
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